Introduction to Programming Using Python – Homework Exercises

# Introduction

These homework exercises are to help the student judge their progress in the subject. Do not fret if you have difficulties. Do not assume if they are easy that you shall not learn some interesting and useful items.

## Please remember

* Homework is for your benefit / fun.
* Do only as much / or as little as you can.
* Contact me with problems/successes/questions.
* Have fun!

## If you have problems:

* Think how you might solve the problem by hand.
* Try simplifying the task, in hope of adding to your solution as time permits.
* Ask the instructor for help. email?

## If the solution appears too easy:

* Consider if you have completely solved the problem. Error checking?
* Have you thoroughly tested your solution?
* Have you automated (written a program) to validate your solution?

## Please feel encouraged to email your solution and any other comments or questions to the instructor.

## Name you program files with short descriptive names e.g., hello\_world.py. All lowercase names are usually easiest to type and remember. Please test run your program(s), storing the output(s) in """ strings at the bottom of the source file or separate files named *program\_file\_without\_extension*.out *e.g,* hello\_world.out for program file named hello\_world.py.

Running and saving your program's output can be easily done by:

1. Starting IDLE, if not running
2. Open you program, if not present (**File**🡪**Recent** **Files**🡪*your file*
3. Running you program till done (**Run**🡪**e.g., Module** **(F5)**)
4. Save IDLE shell (File🡪**Save As**

**Save as Type:** All Types (\*.\*)

**File:name:** *program\_name***.out**

**SAVE**

)

Since you saved file is the most recently saved text file, you can look and edit this output by doing (**File**🡪**Recent Files->***your file***)**

## Our solution files / alternatives are mostly in folders …Introduction…/homework/Class\_.../

Our solutions for our twenty-question project are in …Introduction…/exercises/twenty\_question\_dev/iteration\_1.py, iteration\_2.py…

Please be encouraged to look at them if:

* You get stuck (Your always welcome to ask me for help via email/class)
* You have completed your solution and want to compare
* Are otherwise curious

If time permits, one gets the most out trying their own solution first.

# Class 1: Introduction - Getting Going

## Everything about Python we saw today

Make a list of all the topics we covered today. You don't need to be an expert in the topic. You need not be complete. A prize to the one who has the most items.

A start:

|  |  |  |
| --- | --- | --- |
| Topic | Example | Use |
| A program is set of instructions | print("Hello World") | Task process |
| Arithmetic operators | print(1+2-3\*4/5) | Calculation |
| Variables | a, max, customer\_name | Store values for later use |
|  |  |  |

## Hello world program (Our solutions: exerceses/introduction/hello\_world.py,…)

* Create and run a new file **hello\_world.py** - nothing new – just practice.
* Create and run a slightly different file **goodbye\_world.py**, using your first program as a starting point.

## Everything Program

Create a program file named "everything\_python\_1.py" which contains at least one example of every item you listed in 1. If any of your items intentionally cause the program to stop, write each of these as separate program files named "everything\_1\_err\_type" where type is tag describing the error type, e.g., "syntax" for syntax error.

You may combine items within one statement, but please indicate or comment items when used first time. Prizes given for: most items used, smallest program with most items

## Twenty questions Class Project Progress

It's a marathon (short 😊), not a sprint.

### Review / redo iteration 1 we did in class.

Iteration 1 – Loop forever, prompting for guess, accepting guess, printing guess

### Write and test Iteration 2. Remember start by saving a copy of iteration1.py as a new file named iteration2.py.

Iteration 2 – ADDING to Iteration 1 code: Set target value, Quit loop if number entered number equals target

## MY\_ATM – the beginnings of an ATM machine program

An ATM or Automatic Teller Machine facilitates the depositing and dispersal of money. Even without the mechanical aspects the programming involved can be very complex. Our program here will begin with just concerning the accepting and dispersing money. We will just consider the single individual having already logged on and verified. To further simplify the demands on the program only deposits or withdrawals will be accepted.

Program: File name: my\_atm.py

Operation:

1. Initial balance is 0.
2. Pressing the ENTER key with no amount will exit and display the balance
3. Positive number will withdraw that amount, IF sufficient balance, and display the new balance
4. Negative number will deposit that amount, and display the new balance.

Example **my\_atm.py** output:

Withdrawal AMT:50

Insufficient Funds for withdrawal

Balance: 0.0 request: 50.0

Withdrawal AMT:-100

Deposit: 100.0

New Balance: 100.0

Withdrawal AMT:75

Withdrawal: 75.0

New balance: 25.0

Withdrawal AMT:5

Withdrawal: 5.0

New balance: 20.0

Withdrawal AMT:-10

Deposit: 10.0

New Balance: 30.0

Withdrawal AMT:

Bye - Have a good day

# Class 2: Ideas, Tools, Functions

Note that the function is probably the most powerful tool in programming.

## Twenty questions Class Project Progress – Iteration 3

It's a marathon (short 😊), not a sprint.

Iteration 3: Say if guess is greater, less or equal

## Print with optional prefix – pprint.py

It is often useful to have a "print" function which acts like the traditional python print function but does something "special" for us, for example, precede the printed text with an optional prefix. Write and test a function:

pprint(arg, end=None, sep=None, prefix=None)

pprint acts like the standard print function, with one arg, but precedes the standard output with the value of prefix, if present.

Sample **pprint.py** output:

>>>

= RESTART: C:/Users/raysm/workspace/python/IntroductionToProgramming/homework/Class\_2\_\_Ideas\_Tools\_Functions/pprint/pprint.py

Test pprint

Testing no prefix: arg: Our String

Our String

Testing with prefix: arg: Our String prefix: PREFIX:

PREFIX:Our String

Testing with variable prefix:

Increasing prefix

=Increasing prefix

==Increasing prefix

===Increasing prefix

====Increasing prefix

=====Increasing prefix

======Increasing prefix

>>>

## Simple polygons, using turtle – polygons.py

Given the module turtle has rather basic operations such forward, right, one might like to add more elaborate figures to facilitate the creation of larger drawings. In this exercise, create and test the following function to create a rectangle:

rectangle(x=0, y=0, height=100, width=100, color="red")

which draws a red rectangle, starting at the coordinates 0,0 with the height of 100 and the width of 100.

Sample polygons.py output:

>>>

= RESTART: C:\Users\raysm\workspace\python\IntroductionToProgramming\homework\Class\_2\_\_Ideas\_Tools\_Functions\polygons\polygons.py

Simple Test - default rectangle

Simple Test - default size

Simple Test - one rectangle

Testing rectangle

Sample polygons.py Turtle Graphics screen: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABgIAAAPeCAIAAABBdZb5AAAAAXNSR0IArs4c6QAAiXVJREFUeF7t3Q1wXed5J/b3XvGaoiCRlijAHzKp2BQdULCcxHF3Y5lrKrNeemVt2+w6CFRtFEd2DE2o7IQpd1tt4xTATGasNqus3Y7YsTFtNp1E9c0Np2k7tmNhk5BZxbv+iL2OAMmWyMQm/QmIhEgagPBBsgeEDJMSPwDc+957zn1/dzgcW7rnfZ/n9xyAxF/nnFv6hQ/s/MHseDj/eu0Nb9147Rum50/MzB3f3LF96R9mr+V/8uzEp5f/4ebrti+959SL3/re6b9Z+uebNmx9zfVvOXfu3PJRN113W/Z/x0+PvfDisXAuZP+ms2NHR+W1x48fn5ub27Zt2/KC/gcBAgQIECBAgAABAgQIECBAgEA8gdI/e/9/ceDffSHeBlYmQIAAAQIECBAgQIAAAQIECBBoucBv/MZvlF+94daW16EAAgQIECBAgAABAgQIECBAgACB2ALlDZXNsfewPgECBAgQIECAAAECBAgQIECAQMsFypVrNrS8CAUQIECAAAECBAgQIECAAAECBAjEFijH3sD6BAgQIECAAAECBAgQIECAAAECeRAQA+VhCmogQIAAAQIECBAgQIAAAQIECEQXEANFJ7YBAQIECBAgQIAAAQIECBAgQCAPAmKgPExBDQQIECBAgAABAgQIECBAgACB6ALl6fkT0TexAQECBAgQIECAAAECBAgQIECAQKsFyjNzx1tdg/0JECBAgAABAgQIECBAgAABAgSiC5Q3d2xv4CbPPvvsH/zhH37wV37llz/4Kx/5n/7Nd7/3vQYubikCBAgQIECAAAECBAgQIECAAIE1CzTmprD5+fnnn3/+z//8z//9vx8Z/dqznW/+mWtffcvzz4+fWVhYc2UOJECAAAECBAgQIECAAAECBAgQaKBAY24Ke+GFF77+7HP/4fNf+U9fefrvvn/6+je9s3TD6184cXxBDNTAWVmKAAECBAgQIECAAAECBAgQIFCHQGNuCvvqV7/6p3/2l5ve/K6f/q//xR27P/Ts8+u/98LZDRs2lMs+iayO4TiUAAECBAgQIECAAAECBAgQINA4gXpjmtOnT2f3gh3+7qlrX//WDTdtOTm77si3Th4/NbdwtnTNNde8+OKL2f1ijavWSgQIECBAgAABAgQIECBAgAABAmsUqCsGOnfuXHY72J/+6Z9+68Rs54+/4/T0i4ePHB372t+9ePL50pnZUqmUZUDuC1vjZBxGgAABAgQIECBAgAABAgQSFshShZW/iuKUdfTXf/3XV602e0/2zqu+bQ1vqCsGOnPmzMzMzPPPf39q6vSpky+M/H9/8rff/N4Nm7eUn/9K6dTfrlu37vrrr1+/fv0aylrbIZ95sFR658cOr+3gPB1VlEaKUmeeZqsWAgQIECBAgAABAgQIEFipQHb1yUpeK10uB+/70pe+9I537rxyEpT92+w92Ttj1FtXDPT1r3/9c1/4664ff2fnrW+Zmzn9zdH/MPn9b5bKpdmJr/3Ya69/17vetWnTpqs/HmgxS7jolf8k5xUlL9f/4GdiTGmVax7+2DtfRtqKss5Xkf9ZrtLW2wkQIECAAAECBAgQIECAwJoFfvqnf/o//tWTV0iCljKg7D3ZO9e8yxUOXGMMlKVx2Q1fTz311F9+7guvf8tdHTe9fvzY4dkfTJ5dmAtnF85OjW+/9XW7du264YYbVlb0nR997ocB33MfDXu3l1aUWyymMSt648qKWPm77v74j6q9M4T+Ty+nkx+/e+Wr/OidDWxkcante9/yo4qy0j7d/4k/yUM8tRYaxxAgQIAAAQIECBAgQIAAgXYSuEISFDsDyhjXGANlT/w5fvz4d77z7e999zvz83Nf+vP/+//5/f/15rff/5o77s7uBbv55ps3b96c3RF29UuBXjnJ23799z96Z/jEb1/95q7Dz462x4nQsEayDOi9n1gMpS5Oo7LUam3xVF28t/36X50791e/fltdiziYAAECBAgQIECAAAECBAi0m8Alk6AmZECLMdD0/Ik1cE5PT3/lK1+ZW/fqH/+Ze67tePWpyYnnv/etyg2vvebM9ML3v1o682L2MWHZa20PNLrtnl+4M3zu6efWUFfShxz+2G9/IrsyqQWJT9LsmidAgAABAgQIECBAgAABAqsVeFkS1JwMaDEGmpk7vtpas/dnT4b+z//5P5/dcPOOd9xz+uSJ2fmzG27aWl73qjMv/N258S/f/OrrVnw72KU2f+7pz53/x5d6AvFLT5z52Pl7n7K3feK95x+Dc+G9YRc+GucV94xd/Fifi/71S9tdcPianmxz/viLFr7on7y0y1Id7/zYlRpZtrmwo8vW9JnfyTz6f+7Kd6W9bPfzj9O++FFCF1T+w7ovesMl7sK7DPgrxnfpjS6aSEvu8VvDF4BDCBAgQIAAAQIECBAgQIBAfQIXJkFRnwd0YZnlzR3b11B2dlPY5ORkdk3QifFvV/+X/+HYxOyb7/nX6ze+5uz0iVevm37//f/8He94xxqWXTrk/D1Si3nG3T/XHz6393cufKzN4U/9UZZ1fPjXfz17Os9z2c1jP3wuz/IlMJ/bu/394feXntXz6f4sJbogNlkMHN47+qPHEGXPzHnvyx5ifPHh2f+Lkktk6/7Jzy1W+FeXb+TCDGj73vBS1eefnHTJmpbVrup+we6Ld2x95nf+6BeWn8y0SHJx0JQRLYMukmf//6L9rwR+QSmLEdCFzyzKZvNSAnXBRJb+oRcBAgQIECBAgAABAgQIrEVg5R+vvrZ7d9ZSk2OuKLCcBMV7JvTL9l/jTWHZKtmnxZ89e3Zhfnb8W3/74tyZDRs7Fya+dkPphTduff2tW7dknxG2xll/5sHsKp+Xbm26+18tPibogscbL6ZAd370X13pipc7P/r7P3wezfnDl+8u+8yD7/1E9ijqC55Wc/fHs1jjZTnTyw+P83Dlld+6dfhj71/k+GHVt/36h7NsawUPTlrMdy74CLaLop2Ld7/74xeSLCZvf/Sp81cJvfT60eYhZM/7WczWLtr/suAXngCLlypl+D+6Ye3ujy/+78XrvrJQ74fPD1r6h14ECBAgQIAAAQIECBAgsBaBlXy2+vJ71rKBYxotsHwv2FU/Rb5RO6/xprBs++zxzxteVb5hffma84+ZPjs3Pf+dL77u+jM/+ZM/ed11160yWcwuKflhann+4pAfpgHnHxP0oyTmfJjwC/dc6anDF/3r2978lhBGnz0fanzmTz4RXnHsy9YPF7/jwsMbBX5+nTtvX+klWEtXP114p9f221f64KQffp7Zy6+xucTuP7pd672feFmnL7/N7OX7Xxb8ohQow78g7ln+V4uLvfzyo4ZKW4wAAQIECBAgQIAAAQIECORT4MLnAV35U+QbWP8abwrLKshimzfdXPl7t76q41Wlxf97bu6ame+89cffcPfdd6/+UqALPjD+4g+XWrr65aXrgRaTnEuFCXV4nE968v566flHS0HZ+SciXeK11szq/DVD25fvC4tyX9ZlPwpt8dPEPt3/wxAwyg14eR+u+ggQIECAAAECBAgQIEAgQYGXPRP6Cp8i31icNX5gfHY72OnTp7829tQX/uOhqakfnD725elnP/P333rbT9zRk31UfPaZ8Y2rcvEBQUt3IZ1Pga7yCOTV7tuwz2pf7caref/iR8Bf/LrUvVPnn6R08f1cV9/kpU8Xa+UHu7900dLSY4fW9FDuq7fpHQQIECBAgAABAgQIECBAIDcCl/xcsOYkQWuMgbILSK699tqvff3rn/7Mn548efLM889c+/wXfnbn27u7uxuu+lK88Zns49Cv8ligK259yZTklfdc1V/+Ky/L+eEnn61h7VfctXaFNRYfhfS5ve9fTMzW/HplLPbSPXU/XHFNYivpYumxQ6vOsdbcqQMJECBAgAABAgQIECBAgEALBK7w2fBNSILWGAPdeOONP//zP7/tTW/87reOzc/NZenPP/7H73nLW95y0003NZ5wKd547yseC7TK26CWltl+0SeH/ehp1A0s++IPOMseu/OK5+28bLMrNbJ0V9x7L7hf6jMPXu6SmfNJyuIdVhd/XP3iB69d7nV+6+WHL51/PPfL3nrRp6Vd+Pzu1Yi91MUFhX3mwcUil35/6XXJpzetZhfvJUCAAAECBAgQIECAAAECuRa4Qga0VHfsJGiNMVB2KVAW/fyjd7/7veefBJT973e/+92dnZ2VSiWC9/mLSV72+ObFbe7++PJzZVbyWJnFB9Gc/8D1Sz6NuoF1n/8Esh8+0Gf70x8+/8n2V3pdsZHspqnzn2y/XHX40UdrvWLRxTusnvvo6I/eff5hQhd8mNfLj7io1t++/blXPBuo/9PP3f7by3t/IrtBbU2f5rVY2IVtvDcs3d53YWPZw8Ev+NCyBg7EUgQIECBAgAABAgQIECBQRIHln4Sv/D8K1Nrb3/72q342/FISlL0zRl+lvXv3/tt/+2/XtvTs7OxXv/rVX/7lX+7r6xsYGFjbIis5KruiZvvet6wxgFjJBt5zKQHszgsCBAgQIECAAAECBAgQINA2Ar/xG7+xxquBlgiuueaahj4N+nKwa3oeTdtMSSMECBAgQIAAAQIECBAgQIAAgUYIlKfnT6x5nXK5nD0MaPfu3Tt27FjzIlc98PDH3r/3c/2fXtOtSFdd3BsIECBAgAABAgQIECBAgAABAokIlGfmjq+51SwGyp4VHS8Gym5Kym7/czvYmgfkQAIECBAgQIAAAQIECBAgQIDAskBdzwbiSIAAAQIECBAgQIAAAQIECBAgUAiBxWcD1XNTWCGaVCQBAgQIECBAgAABAgQIECBAgEAmUNdNYQQJECBAgAABAgQIECBAgAABAgSKIlDe3LG9KLWqkwABAgQIECBAgAABAgQIECBAYM0CdX1g/Jp3dSABAgQIECBAgAABAgQIECBAgECTBcRATQa3HQECBAgQIECAAAECBAgQIECgNQJioNa425UAAQIECBAgQIAAAQIECBAg0GSB8ndO/XWTt7QdAQIECBAgQIAAAQIECBAgQIBA8wXKP5j9fvN3tSMBAgQIECBAgAABAgQIECBAgECTBdwU1mRw2xEgQIAAAQIECBAgQIAAAQIEWiMgBmqNu10JECBAgAABAgQIECBAgAABAk0WEAM1Gdx2BAgQIECAAAECBAgQIECAAIHWCJR+7v1ve/hX93d3d7dmf7sSIECAAAECBAgQIEAgYYHZ2dlvf/vbc3NzCRtonQCBJgl88pOfLP38A3f+ywd/VwzUJHLbECBAgAABAgQIECBAgAABAgRaITA4OFg+e3a+FVvbkwABAgQIECBAgAABAgQIECBAoKkC5fWVTU3d0GYECBAgQIAAAQIECBAgQIAAAQKtECj9N7/y7l//ld9evils/PyrFZXYkwABAgQIECBAgAABAgQIECBAoAEC69evf/3rX3/ttddec801y8tlN4W9PAYaHR396le/Ojk5OT/vZrEGuFuCAAECBAgQIECAAAECBAgQINBMga6urltvvTW74mfTpk2VSuWiGOgXPvAP/tv+31m+GiiLgQ4ePFir1SYmJppZor0IECBAgAABAgQIECBAgAABAgTqF9izZ8+v/uqvZh9BuG7dupfHQP/kF2//8K/9HxfGQCMjI8PDw29+85vvuuuu+ve2AgECBAgQIECAAAECBAgQIECAQNMEdu3atXPnzuxOr1Kp9PIY6L3//M3/47/4P18ZA/X39w8MDDStRBsRIECAAAECBAgQIECAAAECBAg0RGBhYeGSMVC5IatbhAABAgQIECBAgAABAgQIECBAIOcCYqCcD0h5BAgQIECAAAECBAgQIECAAIHGCIiBGuNoFQIECBAgQIAAAQIECBAgQIBAzgXKG6+9JeclKo8AAQIECBAgQIAAAQIECBAgQKB+gSwG2lL/KlYgQIAAAQIECBAgQIAAAQIECBDIuUB5Zu54zktUHgECBAgQIECAAAECBAgQIECAQP0C5c0d2+tfxQoECBAgQIAAAQIECBAgQIAAAQI5F/CI6JwPSHkECBAgQIAAAQIECBAgQIAAgcYIiIEa42gVAgQIECBAgAABAgQIECBAgEDOBcRAOR+Q8ggQIECAAAECBAgQIECAAAECjREQAzXG0SoECBAgQIAAAQIECBAgQIAAgZwLiIFyPiDlESBAgAABAgQIECBAgAABAgQaIyAGaoyjVQgQIECAAAECBAgQIECAAAECORcoT8+fyHmJyiNAgAABAgQIECBAgAABAgQIEKhfoDwzd7z+VaxAgAABAgQIECBAgAABAgQIECCQc4Hy5o7tOS9ReQQIECBAgAABAgQIECBAgAABAvULuCmsfkMrECBAgAABAgQIECBAgAABAgQKIOCmsAIMSYkECBAgQIAAAQIECBAgQIAAgfoF3BRWv6EVCBAgQIAAAQIECBAgQIAAAQJ5F6hWqz4wPu9DUh8BAgQIECBAgAABAgQIECBAoCECYqCGMFqEAAECBAgQIECAAAECBAgQIJB3ATFQ3iekPgIECBAgQIAAAQIECBAgQIBA/QJ9fX1ioPoZrUCAAAECBAgQIECAAAECBAgQKICAGKgAQ1IiAQIECBAgQIAAAQIECBAgQKB+ATFQ/YZWIECAAAECBAgQIECAAAECBAgUQKA8PX+iAGUqkQABAgQIECBAgAABAgQIECBAoD6B8szc8fpWcDQBAgQIECBAgAABAgQIECBAgEABBMqbO7YXoEwlEiBAgAABAgQIECBAgAABAgQI1CfgprD6/BxNgAABAgQIECBAgAABAgQIECiIgJvCCjIoZRIgQIAAAQIECBAgQIAAAQIE6hNwU1h9fo4mQIAAAQIECBAgQIAAAQIECBREwAfGF2RQyiRAgAABAgQIECBAgAABAgQI1CcgBqrPz9EECBAgQIAAAQIECBAgQIAAgYIIiIEKMihlEiBAgAABAgQIECBAgAABAgTqEyj/zd/8TX0rOJoAAQIECBAgQIAAAQIECBAgQKAAAuUXXnihAGUqkQABAgQIECBAgAABAgQIECBAoD6B8rve9a76VnA0AQIECBAgQIAAAQIECBAgQIBAAQTK0/MnClCmEgkQIECAAAECBAgQIECAAAECBOoTKM/MHa9vBUcTIECAAAECBAgQIECAAAECBAgUQKC8uWN7AcpUIgECBAgQIECAAAECBAgQIECAQH0Cbgqrz8/RBAgQIECAAAECBAgQIECAAIGCCLgprCCDUiYBAgQIECBAgAABAgQIECBAoD4BN4XV5+doAgQIECBAgAABAgQIECBAgEBBBMoFqVOZBAgQIECAAAECBAgQIECAAAECdQmIgericzABAgQIECBAgAABAgQIECBAoBAC1WpVDFSISSmSAAECBAgQIECAAAECBAgQIFCvgBioXkHHEyBAgAABAgQIECBAgAABAgQKISAGKsSYFEmAAAECBAgQIECAAAECBAgQqEugr69PDFSXoIMJECBAgAABAgQIECBAgAABAkURKE/PnyhKreokQIAAAQIECBAgQIAAAQIECBBYs0B5Zu74mg92IAECBAgQIECAAAECBAgQIECAQFEEyps7thelVnUSIECAAAECBAgQIECAAAECBAisWcBNYWumcyABAgQIECBAgAABAgQIECBAoEgCpZ/4iZ/4+Mc/3t3dvVT16OjoyMjI8PBwf3//wMBAkVpRK4GUBSYmwvh4ygBReu/qCp2dUVa2KAECBAgQIECAAAECBGIKLCwsTE5OlkqlSqWyvM/g4GBp79699957rxgoJr61CcQX2L8/ZL+8GiuwZ0/IfnkRIECAAAECBAgQIECgaAJioKJNTL0EViUwNBQeeyz09obsAhav+gWyS6tqtfDQQ8FFkfVjWoEAAQIECBAgQIAAgaYLiIGaTm5DAs0UyGKgLLaoVkNPTzO3bdu9xsZCX99irCYGatsZa4wAAQIECBAgQIBAOwtcLgYqt3PTeiNAgAABAgQIECBAgAABAgQIEPihgBjIuUCAAAECBAgQIECAAAECBAgQSELAI6KTGLMm21/ATWGNnbGbwhrraTUC9QsshLOnz55bOFf/SlYgQIBAsgLl68qljlKy7WucQGoCng2U2sT1m5iAGKixAxcDNdbTagTqFjg7eXb6iens97pXsgABAgTSFVj/9vXZr3T71zmBxAQuGwP1P/RLH7h/jw+MT+x80G7bCYiBGjtSMVBjPa1GoG6BMxNnpg5Mla4rrbt1Xd2LWYAAAQLJCZybPjf39FyWAW3YtSG55jVMIFWBy8ZA93/onoc++FtioFRPDH23i4AYqLGTFAM11tNqBOoWWIqBKjsqfoCp29ICBAikKOC7aIpT13PyApf9pLDNHduTxwFAgAABAgQIECBAgAABAgQIEGh/gfL0/In271KHBAgQIECAAAECBAgQIECAAIHkBcozc8eTRwBAgAABAgQIECBAgAABAgQIEGh/gbKbwtp/yDokQIAAAQIECBAgQIAAAQIECIRQhkCAAAECBAgQIECAAAECBAgQIJCCgBgohSnrkQABAgQIECBAgAABAgQIECDgaiDnAAECBAgQIECAAAECBAgQIEAgDQFXA6UxZ10SIECAAAECBAgQIECAAAECyQuIgZI/BQAQIECAAAECBAgQIECAAAECaQiIgdKYsy4JECBAgAABAgQIECBAgACB5AXK0/MnkkcAQIAAAQIECBAgQIAAAQIECBBof4HyzNzx9u9ShwQIECBAgAABAgQIECBAgACB5AXKmzu2J48AgAABAgQIECBAgAABAgQIECDQ/gJuCmv/GeuQAAECBAgQIECAAAECBAgQIJAJuCnMaUCAAAECBAgQIECAAAECBAgQSELATWFJjFmTBAgQIECAAAECBAgQIECAAAEfGO8cIECAAAECBAgQIECAAAECBAgkISAGSmLMmiRAgAABAgQIECBAgAABAgQIiIGcAwQIECBAgAABAgQIECBAgACBJATK3/jGN5JoVJMECBAgQIAAAQIECBAgQIAAgbQFyn/3d3+XtoDuCRAgQIAAAQIECBAgQIAAAQJJCLgpLIkxa5IAAQIECBAgQIAAAQIECBAgUL52w3oKBAgQIECAAAECBAgQIECAAAECbS9QfvMdnW3fpAYJECBAgAABAgQIECBAgAABAgTKmzu2UyBAgAABAgQIECBAgAABAgQIEGh7gfL0/Im2b1KDBAgQIECAAAECBAgQIECAAAEC5Zm54xQIECBAgAABAgQIECBAgAABAgTaXsBNYW0/Yg0SIECAAAECBAgQIECAAAECBBYFfGC884AAAQIECBAgQIAAAQIECBAgkISAGCiJMWuSAAECBAgQIECAAAECBAgQICAGcg4QIECAAAECBAgQIECAAAECBJIQEAMlMWZNEiBAgAABAgQIECBAgAABAgTEQM4BAgQIECBAgAABAgQIECBAgEASAmKgJMasSQIECBAgQIAAAQIECBAgQIBAeXr+BAUCBAgQIECAAAECBAgQIECAAIG2Fyg/Pfr1tm9SgwQIECBAgAABAgQIECBAgAABAuXTL7xIgQABAgQIECBAgAABAgQIECBAoO0FyjfetLHtm9QgAQIECBAgQIAAAQIECBAgQIBAefLEKQoECBAgQIAAAQIECBAgQIAAAQJtL1D+2Z/92bZvUoMECBAgQIAAAQIECBAgQIAAAQI+MN45QIAAAQIECBAgQIAAAQIECBBIQkAMlMSYNUmAAAECBAgQIECAAAECBAgQEAM5BwgQIECAAAECBAgQIECAAAECSQiIgZIYsyYJECBAgAABAgQIECBAgAABAmIg5wABAgQIECBAgAABAgQIECBAIAkBMVASY9YkAQIECBAgQIAAAQIECBAgQKA8PX+CAgECBAgQIECAAAECBAgQIECAQNsLlGfmjrd9kxokQIAAAQIECBAgQIAAAQIECBAob+7YToEAAQIECBAgQIAAAQIECBAgQKDtBdwU1vYj1iABAgQIECBAgAABAgQIECBAYFHATWHOAwIECBAgQIAAAQIECBAgQIBAEgJuCktizJokQIAAAQIECBAgQIAAAQIECPjAeOcAAQIECBAgQIAAAQIECBAgQCAJATFQEmPWJAECBAgQIECAAAECBAgQIEBADOQcIECAAAECBAgQIECAAAECBAgkISAGSmLMmiRAgAABAgQIECBAgAABAgQIiIGcAwQIECBAgAABAgQIECBAgACBJATEQEmMWZMECBAgQIAAAQIECBAgQIAAgfL0/AkKBAgQIECAAAECBAgQIECAAAECbS9Qnpk73vZNapAAAQIECBAgQIAAAQIECBAgQKC8uWM7BQIECBAgQIAAAQIECBAgQIAAgbYXcFNY249YgwQIECBAgAABAgQIECBAgACBRQE3hTkPCBAgQIAAAQIECBAgQIAAAQJJCLgpLIkxa5IAAQIECBAgQIAAAQIECBAg4APjnQMECBAgQIAAAQIECBAgQIAAgSQExEBJjFmTBAgQIECAAAECBAgQIECAAAExkHOAAAECBAgQIECAAAECBAgQIJCEQPn5559PolFNEiBAgAABAgQIECBAgAABAgTSFih//etfT1tA9wQIECBAgAABAgQIECBAgACBJATK73znO5NoVJMECBAgQIAAAQIECBAgQIAAgbQFytPzJ9IW0D0BAgQIECBAgAABAgQIECBAIAmB8szc8SQa1SQBAgQIECBAgAABAgQIECBAIG2B8uaO7WkL6J4AAQIECBAgQIAAAQIECBAgkISAm8KSGLMmCRAgQIAAAQIECBAgQIAAAQJuCnMOECBAgAABAgQIECBAgAABAgSSEHBTWBJj1iQBAgQIECBAgAABAgQIECBAoIyAAAECBAgQIECAAAECBAgQIEAgBQExUApT1iMBAgQIECBAgAABAgQIECBAIIiBnAQECBAgQIAAAQIECBAgQIAAgSQExEBJjFmTBAgQIECAAAECBAgQIECAAAExkHOAAAECBAgQIECAAAECBAgQIJCEgBgoiTFrkgABAgQIECBAgAABAgQIECBQ6n/olz5w/57u7u4li9HR0ZGRkeHh4f7+/oGBAUAECBRDYGgo1GqhWg09PcUoOOdVjo2Fvr7Q2xt8G8z5pJSXD4GTE1NP1p7Jfo9XzvXh2p8qb/3uuZOHz30/3i5WJkCAwBUENnV27Ozdkf1eRKUzE2emDkxVdlQ27NpQxPrVTIDAGgQWFhYmJydLpVKlUlk+fHBwsHT/h+556IO/JQZag6lDCORIQAzU2GGIgRrrabV2Fzg6NvFI34GT41ObumL9dPSajZvuvfMdo8eO/Vn25elFgACBpgssfYt7uPq+rT2dTd+8ARuKgRqAaAkCRRO4bAy0d+/ee++9VwxUtIGql8DFAmKgxp4RYqDGelqt3QWWYqA7dt16z563R+q1fKq04Qvl+VvOze04G2kLyxIgQOAKAp/a/6WnDn1TDOQkIUCgQAKXjYHuvPNnfvd3PyoGKtAslUrgEgJioMaeFmKgxnpard0FlmKg7F6J+wZ2RerVf8eOBGtZAgRWKPD40KHs7lcx0Aq5vI0AgTwIXC4GKp89t5CH+tRAgAABAgQIECBAgAABAgQIECAQVaD8M39/Z9QNLE6AAAECBAgQIECAAAECBAgQIJAHAR8Yn4cpqIEAAQIECBAgQIAAAQIECBAgEF1ADBSd2AYECBAgQIAAAQIECBAgQIAAgTwIiIHyMAU1ECBAgAABAgQIECBAgAABAgSiC4iBohPbgAABAgQIECBAgAABAgQIECCQBwExUB6moAYCBAgQIECAAAECBAgQIECAQHQBMVB0YhsQIECAAAECBAgQIECAAAECBPIgUJ6eP5GHOtRAgAABAgQIECBAgAABAgQIECAQVaA8M3c86gYWJ0CAAAECBAgQIECAAAECBAgQyINAeXPH9jzUoQYCBAgQIECAAAECBAgQIECAAIGoAm4Ki8prcQIECBAgQIAAAQIECBAgQIBAXgTcFJaXSaiDAAECBAgQIECAAAECBAgQIBBVwE1hUXktToAAAQIECBAgQIAAAQIECBDIi4APjM/LJNRBgAABAgQIECBAgAABAgQIEIgqIAaKymtxAgQIECBAgAABAgQIECBAgEBeBMRAeZmEOggQIECAAAECBAgQIECAAAECUQVKe/fuvffee7u7u5e2GR0dHRkZGR4e7u/vHxgYiLq3xQkQaJjA0FB47LHQ2xu6uhq2ZsoLjY+HWi089FDwbTDl00DvKxY4OjbxSN+Bnb077hvYteKDVvfGMxNnpg5MVXZUNuzasLojvZsAAQKNEHh86NCTtWcerr5va09nI9Zr9hq+izZb3H4EciCwsLAwOTlZKpUqlcpyOYODg2KgHAxHCQTqF9i/P2S/vBorsGdPyH55ESBwNQEx0NWE/HsCBAovIAYq/Ag1QCA9ATFQejPXcVICExMhu4DFq7EC2aVVnYX8L36NZbAagasKiIGuSuQNBAgUXUAMVPQJqp9AggKXjYH6H/qlD9y/x01hCZ4TWiZAgAABAg0REAM1hNEiBAjkWUAMlOfpqI0AgUsKXC4GKs/MHUdGgAABAgQIECBAgAABAgQIECDQ9gLlzR3b275JDRIgQIAAAQIECBAgQIAAAQIECJSn509QIECAAAECBAgQIECAAAECBAgQaHsBN4W1/Yg1SIAAAQIECBAgQIAAAQIECBBYFHBTmPOAAAECBAgQIECAAAECBAgQIJCEQDmJLjVJgAABAgQIECBAgAABAgQIEEheQAyU/CkAgAABAgQIECBAgAABAgQIEEhDQAyUxpx1SYAAAQIECBAgQIAAAQIECCQvIAZK/hQAQIAAAQIECBAgQIAAAQIECKQhIAZKY866JECAAAECBAgQIECAAAECBJIXEAMlfwoAIECAAAECBAgQIECAAAECBNIQKE/Pn0ijU10SIECAAAECBAgQIECAAAECBJIWKM/MHU8aQPMECBAgQIAAAQIECBAgQIAAgTQEyps7tqfRqS4JECBAgAABAgQIECBAgAABAkkLuCks6fFrngABAgQIECBAgAABAgQIEEhHwE1h6cxapwQIECBAgAABAgQIECBAgEDSAm4KS3r8midAgAABAgQIECBAgAABAgTSEfCB8enMWqcECBAgQIAAAQIECBAgQIBA0gJioKTHr3kCBAgQIECAAAECBAgQIEAgHYHyzMxMOt3qlAABAgQIECBAgAABAgQIECCQrED5ueeeS7Z5jRMgQIAAAQIECBAgQIAAAQIE0hEoHz9+PJ1udUqAAAECBAgQIECAAAECBAgQSFbAs4GSHb3GCRAgQIAAAQIECBAgQIAAgbQExEBpzVu3BAgQIECAAAECBAgQIECAQLIC5bf+vTck27zGCRAgQIAAAQIECBAgQIAAAQLpCJQ3d2xPp1udEiBAgAABAgQIECBAgAABAgSSFShPz59ItnmNEyBAgAABAgQIECBAgAABAgTSESjPzPmksHTGrVMCBAgQIECAAAECBAgQIEAgXQE3haU7e50TIECAAAECBAgQIECAAAECSQn4pLCkxq1ZAgQIECBAgAABAgQIECBAIF0BMVC6s9c5AQIECBAgQIAAAQIECBAgkJSAGCipcWuWAAECBAgQIECAAAECBAgQSFdADJTu7HVOgAABAgQIECBAgAABAgQIJCUgBkpq3JolQIAAAQIECBAgQIAAAQIE0hUQA6U7e50TIECAAAECBAgQIECAAAECSQmUp+dPJNWwZgkQIECAAAECBAgQIECAAAECaQqUZ+aOp9m5rgkQIECAAAECBAgQIECAAAECSQmUN3dsT6phzRIgQIAAAQIECBAgQIAAAQIE0hRwU1iac9c1AQIECBAgQIAAAQIECBAgkJyAm8KSG7mGCRAgQIAAAQIECBAgQIAAgTQF3BSW5tx1TYAAAQIECBAgQIAAAQIECCQn4APjkxu5hgkQIECAAAECBAgQIECAAIE0BcRAac5d1wQIECBAgAABAgQIECBAgEByAmKg5EauYQIECBAgQIAAAQIECBAgQCBNATFQmnPXNQECBAgQIECAAAECBAgQIJCcgBgouZFrmAABAgQIECBAgAABAgQIEEhTQAyU5tx1TYAAAQIECBAgQIAAAQIECCQnUJ6eP5Fc0xomQIAAAQIECBAgQIAAAQIECKQnUJ6ZO55e1zomQIAAAQIECBAgQIAAAQIECCQnUN7csT25pjVMgAABAgQIECBAgAABAgQIEEhPwE1h6c1cxwQIECBAgAABAgQIECBAgECSAm4KS3LsmiZAgAABAgQIECBAgAABAgTSE3BTWHoz1zEBAgQIECBAgAABAgQIECCQpIAPjE9y7JomQIAAAQIECBAgQIAAAQIE0hMQA6U3cx0TIECAAAECBAgQIECAAAECSQqIgZIcu6YJECBAgAABAgQIECBAgACB9ATK3/ve99LrWscECBAgQIAAAQIECBAgQIAAgeQEXA2U3Mg1TIAAAQIECBAgQIAAAQIECKQpIAZKc+66JkCAAAECBAgQIECAAAECBJITKM+dmUquaQ0TIECAAAECBAgQIECAAAECBNITKP2Tf/qzH/7vP9Ld3b3U++jo6MjIyPDwcH9//8DAQHogOiZAgAABAm0oMDERxsdj9fX9IxN/uO/AW3fvePeeXZH2qJw6c+MXpmZuqZzesSHSFpYlQCC2QFdX6OyMvUms9R8fOvRk7ZmHq+/b2lPIHs5MnJk6MFXZUdmwy3fRWCeJdQnkTWBhYWFycrJUKlUqleXaBgcHS/fee+/evXvFQHkbmHoIECBAgEADBfbvD9mvSK/K7ETXsQNTG3e80BUrBnrjxjNDd079xbHK7435ASbSGC1LILrAnj0h+1XQlxiooINTNoGUBS4bA/2z3v/yv9v3m2KglE8OvRMgQIBA2wsMDYXHHgu9vSH7r/ENf82MTxypHbixZ8ctd8WKgW4KZ+4uTx0+V/n8OTFQwwdoQQLRBbKrEWu18NBDobg3G4iBop8lNiBAoNECl42B3BTWaGrrESBAgACB3AlkMVD2M1i1Gnp6Gl/b0bGJR/oO7Ozdcd9ArBjI7QyNH5sVCTRRYGws9PUtJtFioCaqX7SV76KtkrcvgRYKXC4GKl+//jUtLMvWBAgQIECAAAECBAgQIECAAAECzREor1u3rjk72YUAAQIECBAgQIAAAQIECBAgQKCFAuWbb765hdvbmgABAgQIECBAgAABAgQIECBAoDkC5eZsYxcCBAgQIECAAAECBAgQIECAAIHWCoiBWutvdwIECBAgQIAAAQIECBAgQIBAkwTEQE2Ctg0BAgQIECBAgAABAgQIECBAoLUCYqDW+tudAAECBAgQIECAAAECBAgQINAkgVL/Q7/0gfv3dHd3L204Ojo6MjIyPDzc398/MDCwwioOfuPgoW8cWuGbvY0AAQIEXinQ2dHZe3tv9jscAjEEhoZCrRaq1dDT0/jlj45NPNJ3YGfvjvsGdjV+9fMrnpk4M3VgqrKjsmHXhkhbWJYAgXgCY2Ohry/09oYV/3gRr5Y1rvz40KEna888XH3f1p5C/kntu+gaB+8wAkUWWFhYmJycLJVKlUpluY/BwcHS/R+656EP/ladMdDQwaGP/NVHtmzcsv6a9UVWUjsBAgRaIzA+Pd51XVe1t9rTGeFn9Nb0ZNd8CYiB8jUP1RBITEAM1PKBi4FaPgIFEGi+wGVjoL1799577731x0B/8NQfPLr70W03bWt+b3YkQIBA0QX2f3F/dk2lGKjoc8xz/WKgPE9HbQTaXkAM1PIRi4FaPgIFEGi+wGVjoLt+9h888pHfqT8Gqj1d8wNM8+dqRwIE2kMgu6bSd9H2GGVuuxAD5XY0CiOQgoAYqOVTFgO1fAQKINB8gcvFQOXJE6eaX40dCRAgQIAAAQIECBAgQIAAAQIEmixQ3rFjR5O3tB0BAgQIECBAgAABAgQIECBAgEDzBcqvfe1rm7+rHQkQIECAAAECBAgQIECAAAECBJosUG7yfrYjQIAAAQIECBAgQIAAAQIECBBoiYAYqCXsNiVAgAABAgQIECBAgAABAgQINFtADNRscfsRIECAAAECBAgQIECAAAECBFoiIAZqCbtNCRAgQIAAAQIECBAgQIAAAQLNFhADNVvcfgQIECBAgAABAgQIECBAgACBlgiUp+dPtGRjmxIgQIAAAQIECBAgQIAAAQIECDRToDwzd7yZ+9mLAAECBAgQIECAAAECBAgQIECgJQLlzR3bW7KxTQkQIECAAAECBAgQIECAAAECBJop4KawZmrbiwABAgQIECBAgAABAgQIECDQMgE3hbWM3sYECBAgQIAAAQIECBAgQIAAgWYKuCmsmdr2IkCAAAECBAgQIECAAAECBAi0TMAHxreM3sYECBAgQIAAAQIECBAgQIAAgWYKiIGaqW0vAgQIECBAgAABAgQIECBAgEDLBMRALaO3MQECBAgQIECAAAECBAgQIECgmQJioGZq24sAAQIECBAgQIAAAQIECBAg0DIBMVDL6G1MgAABAgQIECBAgAABAgQIEGimgBiomdr2IkCAAAECBAgQIECAAAECBAi0TKA8PX+iZZvbmAABAgQIECBAgAABAgQIECBAoFkC5Zm5483ayz4ECBAgQIAAAQIECBAgQIAAAQItEyhv7tjess1tTIAAAQIECBAgQIAAAQIECBAg0CwBN4U1S9o+BAgQIECAAAECBAgQIECAAIGWCrgprKX8NidAgAABAgQIECBAgAABAgQINEvATWHNkrYPAQIECBAgQIAAAQIECBAgQKClAj4wvqX8NidAgAABAgQIECBAgAABAgQINEtADNQsafsQIECAAAECBAgQIECAAAECBFoqIAZqKb/NCRAgQIAAAQIECBAgQIAAAQLNEhADNUvaPgQIECBAgAABAgQIECBAgACBlgqIgVrKb3MCBAgQIECAAAECBAgQIECAQLMExEDNkrYPAQIECBAgQIAAAQIECBAgQKClAuXp+RMtLcDmBAgQIECAAAECBAgQIECAAAECzRAoz8wdb8Y+9iBAgAABAgQIECBAgAABAgQIEGipQHlzx/aWFmBzAgQIECBAgAABAgQIECBAgACBZgi4KawZyvYgQIAAAQIECBAgQIAAAQIECLRcwE1hLR+BAggQIECAAAECBAgQIECAAAECzRAor1voasY+9iBAgAABAgQIECBAgAABAgQIEGipQPn5559vaQE2J0CAAAECBAgQIECAAAECBAgQaIZAeXZ2thn72IMAAQIECBAgQIAAAQIECBAgQKClAuWpqamWFmBzAgQIECBAgAABAgQIECBAgACBZgiUm7GJPQgQIECAAAECBAgQIECAAAECBFotIAZq9QTsT4AAAQIECBAgQIAAAQIECBBoioAYqCnMNiFAgAABAgQIECBAgAABAgQItFqgvH7DulbXYH8CBAgQIECAAAECBAgQIECAAIHoAuV1689G38QGBAgQIECAAAECBAgQIECAAAECrRYo3779p1tdg/0JECBAgAABAgQIECBAgAABAgSiC5Sn509E38QGBAgQIECAAAECBAgQIECAAAECrRYoz8wdb3UN9idAgAABAgQIECBAgAABAgQIEIguUN7csT36JjYgQIAAAQIECBAgQIAAAQIECBBotYAPjG/1BOxPgAABAgQIECBAgAABAgQIEGiKgBioKcw2IUCAAAECBAgQIECAAAECBAi0WkAM1OoJ2J8AAQIECBAgQIAAAQIECBAg0BQBMVBTmG1CgAABAgQIECBAgAABAgQIEGi1gBio1ROwPwECBAgQIECAAAECBAgQIECgKQJioKYw24QAAQIECBAgQIAAAQIECBAg0GqB8vT8iVbXYH8CBAgQIECAAAECBAgQIECAAIHoAuWZuePRN7EBAQIECBAgQIAAAQIECBAgQIBAqwXKmzu2t7oG+xMgQIAAAQIECBAgQIAAAQIECEQXcFNYdGIbECBAgAABAgQIECBAgAABAgTyIOCmsDxMQQ0ECBAgQIAAAQIECBAgQIAAgegCbgqLTmwDAgQIECBAgAABAgQIECBAgEAeBHxgfB6moAYCBAgQIECAAAECBAgQIECAQHQBMVB0YhsQIECAAAECBAgQIECAAAECBPIgIAbKwxTUQIAAAQIECBAgQIAAAQIECBCILiAGik5sAwIECBAgQIAAAQIECBAgQIBAywX+7FhVDNTyKSiAAAECBAgQIECAAAECBAgQIBBd4PkQxEDRlW1AgAABAgQIECBAgAABAgQIEMiDQHl6/kQe6lADAQIECBAgQIAAAQIECBAgQIBAPIFtm95Vnpk7Hm8DKxMgQIAAAQIECBAgQIAAAQIECORB4O0bX1fe3LE9D6WogQABAgQIECBAgAABAgQIECBAIKpAqf+hX/rA/Xu6u7uXthkdHR0ZGRkeHu7v7x8YGFjh3kMHh2pP16q91Z7OnhUe4m0ECBAgsCzgu2jiJ8PBbxw89I1DUREO/v6usYM9vQO1rh+baPhGM98IR4bKN9517pb3n2v44ksL3jR9093P3H248/Dnt34+0haWJZBzgc6Ozt7be7Pfc17nJcsbGwt9faG3N6z4x4vcdfn40KEna888XH3f1p5CjuDMxJmpA1OVHZUNuzbkDldBBAjEEVhYWJicnCyVSpVKZXmHwcHB0v0fuuehD/6WGCgOu1UJECCwIgEx0IqY2vdN2Qnwkb/6yJaNW9Zfsz5Sl+Of3nPqy7u3fHDf+tcdafgWle9u7Prf75x627EX3jvW8MWXFnzjmTcOnR76i/V/8Xsbfi/SFpYlkGeB8enxruu6ivvfXMVALT+7xEAtH4ECCDRf4JIxUHa5T2nv3r333nuvGKj5I7EjAQIElgXEQImfDNkJ8AdP/cGjux/ddtO2SBT7f6frif9346PDx7Z1zzZ8i+9/7dQffugLb/2vbnn3v9rR8MWXFqycqNw4cuPMtpnTbz8daQvLEsizwP4v7s+uGRQDtXBGrgZqIb6tCRBYm4AYaG1ujiJAgEAzBMRAzVDO8R5NOAGGhkKtFqrV0BPh7u2jYxOP9B3Y2bvjvoFdkZj9d+xIsJYtikATvktEpXA1UFTelSzuu+hKlLyHQJsJXC4GKrdZn9ohQIAAAQIECBAgQIAAAQIECBB4pcC5c+fEQE4MAgQIECBAgAABAgQIECBAgEASAmKgJMasSQIECBAgQIAAAQIECBAgQCBxAVcDJX4CaJ8AAQIECBAgQIAAAQIECBBIRUAMlMqk9UmAAAECBAgQIECAAAECBAgQKE/Pn6BAgAABAgQIECBAgAABAgQIECDQ3gKLVwPNzB1v7yZ1R4AAAQIECBAgQIAAAQIECBAgsBgDbe7YDoIAAQIECBAgQIAAAQIECBAgQKC9Bc6ePeumsPYese4IECBAgAABAgQIECBAgAABAosCizGQm8KcCwQIECBAgAABAgQIECBAgACBthc4fvy4m8LafsoaJECAAAECBAgQIECAAAECBAiELVu2lDEQIECAAAECBAgQIECAAAECBAikICAGSmHKeiRAgAABAgQIECBAgAABAgQIBDGQk4AAAQIECBAgQIAAAQIECBAgkISAGCiJMWuSAAECBAgQIECAAAECBAgQICAGcg4QIECAAAECBAgQIECAAAECBJIQEAMlMWZNEiBAgAABAgQIECBAgAABAgTK0/MnKBAgQIAAAQIECBAgQIAAAQIECLS9QHlm7njbN6lBAgQIECBAgAABAgQIECBAgACB8uaO7RQIECBAgAABAgQIECBAgAABAgTaXsBNYW0/Yg0SIECAAAECBAgQIECAAAECBBYF3BTmPCBAgAABAgQIECBAgAABAgQIJCHgprAkxqxJAgQIECBAgAABAgQIECBAgIAPjHcOECBAgAABAgQIECBAgAABAgSSEBADJTFmTRIgQIAAAQIECBAgQIAAAQIExEDOAQIECBAgQIAAAQIECBAgQIBAEgLlw4cPJ9GoJgkQIECAAAECBAgQIECAAAECaQuUb7vttrQFdE+AAAECBAgQIECAAAECBAgQSELATWFJjFmTBAgQIECAAAECBAgQIECAAIHy9PwJCgQIECBAgAABAgQIECBAgAABAm0vUJ6ZO972TWqQAAECBAgQIECAAAECBAgQIJC4wJEjR8qbO7YnrqB9AgQIECBAgAABAgQIECBAgEDbC2zbts1NYW0/ZQ0SIECAAAECBAgQIECAAAECBBYF3BTmPCBAgAABAgSSF5iYCGNjfjVYIFP1IkCAAAECBHImUNq7d++9997b3d29VNjo6OjIyMjw8HB/f//AwMAKqx06OFR7ulbtrfZ09qzwEG8jQIAAgWUB30UTPxmacAIMDYVaLVSroSfCH9RHxyYe6Tuws3fHfQO7Io3yzMSZqQNTlR2VDbs2RNli//6Q/fJqrMCePSH75dUIgSZ8l2hEmZddI0tZ+/pCb29Y8Y8XUctZy+KPDx16svbMw9X3be3pXMvxrT4m+nfRVjdofwIEXimwsLAwOTlZKpUqlcryvx0cHBQDOVsIECDQeoGi//2+9YIFr6AJJ4AY6CrnSAb02GOLP6R2dRX8bMpH+ePji7njQw8V+If+fEAuV9GE7xJROxYDReVdyeJioJUoeQ+BNhMQA7XZQLVDgEBbCRT97/dtNYxWNNOEE0AMdPUYKN7lUq04qVq8Zxv80N9iwZdv34TvElE7boMzwtVAUc8QixMgEEPgcjFQOcZm1iRAgAABAgQIECBAgAABAgQIEMibgBgobxNRDwECBAgQIECAAAECBAgQIEAgioAYKAqrRQkQIECAAAECBAgQIECAAAECeRMQA+VtIuohQIAAAQIECBAgQIAAAQIECEQRKE/Pn4iysEUJECBAgAABAgQIECBAgAABAgTyJFCemTuep3rUQoAAAQIECBAgQIAAAQIECBAgEEWgvLlje5SFLUqAAAECBAgQIECAAAECBAgQIJAnATeF5WkaaiFAgAABAgQIECBAgAABAgQIRBNwU1g0WgsTIECAAAECBAgQIECAAAECBPIk4KawPE1DLQQIECBAgAABAgQIECBAgACBaAI+MD4arYUJECBAgAABAgQIECBAgAABAnkSEAPlaRpqIUCAAAECBAgQIECAAAECBAhEExADRaO1MAECBAgQIECAAAECBAgQIEAgTwJioDxNQy0ECBAgQIAAAQIECBAgQIAAgWgCYqBotBYmQIAAAQIECBAgQIAAAQIECORJQAyUp2mohQABAgQIECBAgAABAgQIECAQTaA8PX8i2uIWJkCAAAECBAgQIECAAAECBAgQyItAeWbueF5qUQcBAgQIECBAgAABAgQIECBAgEA0gfLmju3RFrcwAQIECBAgQIAAAQIECBAgQIBAXgTcFJaXSaiDAAECBAgQIECAAAECBAgQIBBVwE1hUXktToAAAQIECBAgQIAAAQIECBDIi4CbwvIyCXUQIECAAAECBAgQIECAAAECBKIK+MD4qLwWJ0CAAAECBAgQIECAAAECBAjkRUAMlJdJqIMAAQIECBAgQIAAAQIECBAgEFVADBSV1+IECBAgQIAAAQIECBAgQIAAgbwIiIHyMgl1ECBAgAABAgQIECBAgAABAgSiCoiBovJanAABAgQIECBAgAABAgQIECCQC4Evf/nLYqBcTEIRBAgQIECAAAECBAgQIECAAIGoAm9729vK0/Mnou5hcQIECBAgQIAAAQIECBAgQIAAgTwIlGfmjuehDjUQIECAAAECBAgQIECAAAECBAhEFShv7tgedQOLEyBAgAABAgQIECBAgAABAgQI5EHATWF5mIIaCBAgQIAAAQIECBAgQIAAAQJxBb78zPfcFBaX2OoECBAgQIAAAQIECBAgQIAAgVwIzHzHTWG5GIQiCBAgQIAAAQIECBAgQIAAAQJRBRY/KSzqBhYnQIAAAQIECBAgQIAAAQIECBDIiYAYKCeDUAYBAgQIECBAgAABAgQIECBAIK6AGCiur9UJECBAgAABAgQIECBAgAABAjkREAPlZBDKIECAAAECBAgQIECAAAECBAjEFRADxfW1OgECBAgQIECAAAECBAgQIEAgDwJf/vKXxUB5GIQaCBAgQIAAAQIECBAgQIAAAQJxBRY/KWx6/kTcTaxOgAABAgQIECBAgAABAgQIECCQA4HyzNzxHJShBAIECBAgQIAAAQIECBAgQIAAgbgC5c0d2+PuYHUCBAgQIECAAAECBAgQIECAAIEcCLgpLAdDUAIBAgQIECBAgAABAgQIECBAIL5A6f4P3fPQB3+ru7t7aa/R0dGRkZHh4eH+/v6BgYEVFjB0cKj2dK3aW+3p7FnhId5GgAABAssCvovm/mSYDeFYCNnvUV5DB/fXnn6i2vtoT+e2KBuEMDTUVattrFaP9fQ0voujY6ce6fvCzt5b7hvYEan+MxOVqQM3VnbMbNh1OsoW+/eHzz4RHn003BZrBFHKzu2ih4+EffvCe3aHPXvyVGNXCJ15qmcVtRT9j4mxsdDXF3p7w4p/vFgFTnPe+vjQoSdrzzxcfd/WnkKeRWcmzkwdmKrsqGzYtaE5YnYhQKDlAgsLC5OTk6VSqVKpLBczODhY2rt377333isGavmEFECAQMoCRf/7fQKzOxzCvhCOROp06OB47elT1d4tPZ3rY20xtKdW212t7uvpaXwXR8c2PtJ3587eY/cNjEWq/8zEG6cODFV2/MWGXb8XZYuJ8XDyVNiyJayPNYIoZed20dnZcOxY2LQxdGbJS35eWSaVq1hqFTJF/2NCDLSKYcd5qxgojqtVCeRa4JIx0Ic//GExUK7HpjgCBBIRKPrf7xMYU5Zu9J2/juCuGM0OHTxYe3qs2tvbE+1n5qGhXbVaT7Va6+mZaHgLR8fCI33lnb3n7hs41/DFlxY8M3HT1IG7KzsOb9j1+ShbHDwYnh5bvFYh2giilJ3bRbNYrVYLt/eEu6J8yay+7/EQaiE8FMJKL3Vf/RZxjyj6HxNioLjnxwpWFwOtAMlbCLSbwCVjoN/8zd8UA7XbpPVDgEARBYr+9/simq+y5qUYqDfSz5BNOAGGhhZ/Kq9WQ0+Eu7ePjk080ndgZ++O+wZ2rRJ2pW+P/gNMVKCVdtlG78vdD/1xv4SbMLkmfJeI2kXuzojVd+umsNWbOYIAgRYLXDIGuv/++8strsv2BAgQIECAAAECBAgQIECAAAEC8QW2bdsmBorPbAcCBAgQIECAAAECBAgQIECAQKsFsmvDxUCtHoL9CRAgQIAAAQIECBAgQIAAAQJNERADNYXZJgQIECBAgAABAgQIECBAgACBlgr81M2hPD1/oqU12JwAAQIECBAgQIAAAQIECBAgQCC6wJv/YSjPzB2Pvo8NCBAgQIAAAQIECBAgQIAAAQIEWi1Q3tyxvdU12J8AAQIECBAgQIAAAQIECBAgQCC6gJvCohPbgAABAgQIECBAgAABAgQIECCQBwE3heVhCmogQIAAAQIECBAgQIAAAQIECEQXcFNYdGIbECBAgAABAgQIECBAgAABAgTyIOAD4/MwBTUQIECAAAECBAgQIECAAAECBKILiIGiE9uAAAECBAgQIECAAAECBAgQIJAHATFQHqagBgIECBAgQIAAAQIECBAgQIBAdAExUHRiGxAgQIAAAQIECBAgQIAAAQIE8iAgBsrDFNRAgAABAgQIECBAgAABAgQIEIguIAaKTmwDAgQIECBAgAABAgQIECBAgEAeBMrT8yfyUIcaCBAgQIAAAQIECBAgQIAAAQIEogqUZ+aOR93A4gQIECBAgAABAgQIECBAgAABAnkQKG/u2J6HOtRAgAABAgQIECBAgAABAgQIECAQVcBNYVF5LU6AAAECBAgQIECAAAECBAgQyIuAm8LyMgl1ECBAgAABAgQIECBAgAABAgSiCrgpLCqvxQkQIECAAAECBAgQIECAAAECeRHwgfF5mYQ6CBAgQIAAAQIECBAgQIAAAQJRBcRAUXktToAAAQIECBAgQIAAAQIECBDIi4AYKC+TUAcBAgQIECBAgAABAgQIECBAIKqAGCgqr8UJECBAgAABAgQIECBAgAABAnkREAPlZRLqIECAAAECBAgQIECAAAECBAhEFRADReW1OAECBAgQIECAAAECBAgQIEAgLwLl6fkTealFHQQIECBAgAABAgQIECBAgAABAtEEyjNzx6MtbmECBAgQIECAAAECBAgQIECAAIG8CJTDizflpRZ1ECBAgAABAgQIECBAgAABAgQIRBMoX3fdddEWtzABAgQIECBAgAABAgQIECBAgEBeBDwiOi+TUAcBAgQIECBAgAABAgQIECBAIKqAGCgqr8UJECBAgAABAgQIECBAgAABAnkREAPlZRLqIECAAAECBAgQIECAAAECBAhEFRADReW1OAECBAgQIECAAAECBAgQIEAgLwJioLxMQh0ECBAgQIAAAQIECBAgQIAAgagCYqCovBYnQIAAAQIECBAgQIAAAQIECORFQAyUl0mogwABAgQIECBAgAABAgQIECAQVUAMFJXX4gQIECBAgAABAgQIECBAgACBvAiIgfIyCXUQIECAAAECBAgQIECAAAECBOIJ/E31z8RA8XitTIAAAQIECBAgQIAAAQIECBDIj8DzYqD8DEMlBAgQIECAAAECBAgQIECAAIGIAmKgiLiWJkCAAAECBAgQIECAAAECBAjkRODWn9omBsrJLJRBgAABAgQIECBAgAABAgQIEIgosOnNbxcDRfS1NAECBAgQIECAAAECBAgQIEAgPwJioPzMQiUECBAgQIAAAQIECBAgQIAAgYgCYqCIuJYmQIAAAQIECBAgQIAAAQIECORHQAyUn1mohAABAgQIECBAgAABAgQIECAQUUAMFBHX0gQIECBAgAABAgQIECBAgACB/AiIgfIzC5UQIECAAAECBAgQIECAAAECBCIKiIEi4lqaAAECBAgQIECAAAECBAgQIJAfATFQfmahEgIECBAgQIAAAQIECBAgQIBARAExUERcSxMgQIAAAQIECBAgQIAAAQIE8iMgBsrPLFRCgAABAgQIECBAgAABAgQIEIgoIAaKiGtpAgQIECBAgAABAgQIECBAgEB+BMRA+ZmFSggQIECAAAECBAgQIECAAAECEQXEQBFxLU2AAAECBAgQIECAAAECBAgQyI+AGCg/s1AJAQIECBAgQIAAAQIECBAgQCCigBgoIq6lCRAgQIAAAQIECBAgQIAAAQL5ERAD5WcWKiFAgAABAgQIECBAgAABAgQIRBQoPfjggw888EB3d/fSJqOjoyMjI8PDw/39/QMDAyvceejgUO3pWrW32tPZs8JDvI0AAQIElgV8F839yTAWQl8IvSGs9E/GVXXUhBNgaCjUaqFaDT0R/qA+OjbxSN+Bnb077hvYtarGV/7mMxNnpg5MVXZUNuzasPKjVvHODOixx0Jvb+jqWsVR3no5gfHxxRPuoYfCiv8yGdky7pdw5OIXl2/Cd4moXYyNhb6+xa+wvJwRq+/28aFDT9aeebj6vq09nas/uvVHRP8u2voWVUCAwMsFFhYWJicnS6VSpVJZ/neDg4NiIOcKAQIEWi9Q9L/ft14wegVxf4ZswgkgBrrKObJ/f8h+eTVWYM+ekP3KxSvul3ATWmzCd4moXYiBovKuZHEx0EqUvIdAmwmIgdpsoNohQKCtBIr+9/u2Gsalm4n7M2QTTgAx0FXO0omJkF3A4tVYgezSqs6cXDcR90u4sWyXXK0J3yWidiEGisq7ksXFQCtR8h4CbSZwuRjIs4HabNDaIUCAAAECBFYvkKUV2f1yfjVWIC8Z0OrPB0cQIECAAIH2FRADte9sdUaAAAECBAgQIECAAAECBAgQuEBADOR0IECAAAECBAgQIECAAAECBAgkISAGSmLMmiRAgAABAgQIECBAgAABAgQIiIGcAwQIECBAgAABAgQIECBAgACBJATEQEmMWZMECBAgQIAAAQIECBAgQIAAATGQc4AAAQIECBAgQIAAAQIECBAgkISAGCiJMWuSAAECBAgQIECAAAECBAgQSFzg5LNfEgMlfg5onwABAgQIECBAgAABAgQIEEhC4JtfOSIGSmLSmiRAgAABAgQIECBAgAABAgQIiIGcAwQIECBAgAABAgQIECBAgACBFARuFgOlMGY9EiBAgAABAgQIECBAgAABAqkLvLXvH4qBUj8J9E+AAAECBAgQIECAAAECBAgkIiAGSmTQ2iRAgAABAgQIECBAgAABAgRSFxADpX4G6J8AAQIECBAgQIAAAQIECBBIREAMlMigtUmAAAECBAgQIECAAAECBAikLiAGSv0M0D8BAgQIECBAgAABAgQIECCQiIAYKJFBa5MAAQIECBAgQIAAAQIECBBIXaD04IMPPvDAA93d3UsSo6OjIyMjw8PD/f39AwMDK+QZOjhUe7pW7a32dPas8BBvI0CAAIFlAd9F6zoZXpwIx2oh+z3e69rxsKUWTvaE8btibDL0zMHat8eqf6+3Z2NXjPWzNYf+t121J3qq/6bWs63xUEePhEf+ZXnn7nP3/eq5SPWfOX3T1BfurtxyeEP35yNtYdmrCFzbGbb0huz3Qr7GQugLoTeElf7lNm9dFv2PibGx0NcXenvDin+8yNsEwuNDh56sPfNw9X1bewr5VXBm4szUganKjsqGXRtyh6sgAgTiCCwsLExOTpZKpUqlsrzD4OCgGCiOt1UJECCwGoGi//1+Nb1GeO/JsfBkX5gdD+tjZSjhhtnwU8fC9zaGZ6NsMfSd8drkqeqbtvRsWB8BaHHJocf31J7cXX14X8/WIw3f4ujRjY88cufOncfuuy/7YTvK68yLb5z626HKjX+x4XW/F2UDi15ZYOnra2c1bCrof/ATA7X4FBcDtXgAIYiBWj4CBRBovoAYqPnmdiRAgMBKBcRAK5W65PuWYqCuXeHNe+pa5woHl4+E6/aF+d1hNsoWQ/9pf+25J6rvfbRn87ZILQw90lX7k43Vf3esp3u24Vsc/dqpR375Czt/7pb7Ht7R8MWXFjxzvDL1mRsr22c2/P3Tkbaw7JUEnt0fxg+JgVp4khT9jwkxUAtPnpe+i7oaqOUzUACBpguIgZpObkMCBAisWKDof79fcaNx3rgUA23tDXfEu90j7qUETTgBhoZCrRaq1dAT4WKOo2MTj/Qd2Nm7476BXXFm7L9jR3Jd8bJPDYWjNTHQir0a/8YmfJdofNEXrCgGisq7ksVdDbQSJe8h0GYCl4uBPCK6zQatHQIECBAgQIAAAQIECBAgQIDApQXEQM4MAgQIECBAgAABAgQIECBAgEASAmKgJMasSQIECBAgQIAAAQIECBAgQICAGMg5QIAAAQIECBAgQIAAAQIECBBIQkAMlMSYNUmAAAECBAgQIECAAAECBAgQEAM5BwgQIECAAAECBAgQIECAAAECSQiIgZIYsyYJECBAgAABAgQIECBAgAABAmIg5wABAgQIECBAgAABAgQIECBAIAkBMVASY9YkAQIECBAgQIAAAQIECBAgQEAM5BwgQIAAAQIECBAgQIAAAQIECCQhIAZKYsyaJECAAAECBAgQIECAAAECBAiIgZwDBAgQIECAAAECBAgQIECAAIEkBMRASYxZkwQIECBAgAABAgQIECBAgAABMZBzgAABAgQIECBAgAABAgQIECCQhIAYKIkxa5IAAQIECBAgQIAAAQIECBAgIAZyDhAgQIAAAQIECBAgQIAAAQIEkhAQAyUxZk0SIECAAAECBAgQIECAAAECBMRAzgECBAgQIECAAAECBAgQIECAQBICYqAkxqxJAgQIECBAgAABAgQIECBAgIAYyDlAgAABAgQIECBAgAABAgQIEEhCQAyUxJg1SYAAAQIECBAgQIAAAQIECBAQAzkHCBAgQIAAAQIECBAgQIAAAQJJCIiBkhizJgkQIECAAAECBAgQIECAAAECYiDnAAECBAgQIECAAAECBAgQIEAgCQExUBJj1iQBAgQIECBAgAABAgQIECBAQAzkHCBAgAABAgQIECBAgAABAgQItL9AtVoVA7X/mHVIgAABAgQIECBAgAABAgQIEMgExEBOAwIECBAgQIAAAQIECBAgQIBAEgJioCTGrEkCBAgQIECAAAECBAgQIEAgcYG+vj4xUOLngPYJECBAgAABAgQIECBAgACBVATEQKlMWp8ECBAgQIAAAQIECBAgQIBA4gJioMRPAO0TIECAAAECBAgQIECAAAECqQiIgVKZtD4JECBAgAABAgQIECBAgACBxAXEQImfANonQIAAAQIECBAgQIAAAQIEUhEQA6UyaX0SIECAAAECBAgQIECAAAECiQuIgRI/AbRPgAABAgQIECBAgAABAgQIpCIgBkpl0vokQIAAAQIECBAgQIAAAQIEEhcQAyV+AmifAAECBAgQIECAAAECBAgQSEVADJTKpPVJgAABAgQIECBAgAABAgQIJC4gBkr8BNA+AQIECBAgQIAAAQIECBAgkIqAGCiVSeuTAAECBAgQIECAAAECBAgQSFxADJT4CaB9AgQIECBAgAABAgQIECBAIBUBMVAqk9YnAQIECBAgQIAAAQIECBAgkLiAGCjxE0D7BAgQIECAAAECBAgQIECAQCoCYqBUJq1PAgQIECBAgAABAgQIECBAIHEBMVDiJ4D2CRAgQIAAAQIECBAgQIAAgVQExECpTFqfBAgQIECAAAECBAgQIECAQOICYqDETwDtEyBAgAABAgQIECBAgAABAqkIiIFSmbQ+CRAgQIAAAQIECBAgQIAAgcQFxECJnwDaJ0CAAAECBAgQIECAAAECBFIRKD344IMPPPBAd3f3Usejo6MjIyPDw8P9/f0DAwMrZBg6OPTYlx7rvb2367quFR7ibQQIECCwLHDwmwcnpiaqvdWezh4sqxY4ORae7Atbe8MdK/1ja9VbhLEQ+kLoDSHKFtkfo7Wna1FPgKGhUKuFajX0RDjFjo5NPNJ3YGfvjvsGdq3edkVHnJk4M3VgqrKjsmHXhhUd4E2NFXhqKBythZ3VsCnCCdTYUi+9Wtwv4SZ00ITvElG7GBsLfX2htzes+MeLqOWsZfHHhw49WXvm4er7tvZ0ruX4Vh/ju2irJ2B/Ai0QWFhYmJycLJVKlUplefvBwcHGxED7v7g/+9WCtmxJgACBdhHYdtO2R3c/ettNt7VLQ03sQwy0Amwx0AqQvOXyAmKgVp8dYqBWTyCIgVo+AgUQILBagbgxUPYfscenx1dbk/cTIECAwLLA+mvWb9m4Zf269UxWLSAGWgGZGGgFSN4iBsrvOSAGavlsxEAtH4ECCBBYrUDcGGi11Xg/AQIECBBomIAYaAWUYqAVIHmLGCi/54AYqOWzEQO1fAQKIEBgtQKXi4E8Inq1kt5PgAABAgQIECBAgAABAgQIECikgBiokGNTNAECBAgQIECAAAECBAgQIEBgtQJioNWKeT8BAgQIECBAgAABAgQIECBAoJACYqBCjk3RBAgQIECAAAECBAgQIECAAIHVCoiBVivm/QQIECBAgAABAgQIECBAgACBQgqIgQo5NkUTIECAAAECBAgQIECAAAECBFYrIAZarZj3EyBAgAABAgQIECBAgAABAgQKKSAGKuTYFE2AAAECBAgQIECAAAECBAgQWJVAtVoVA61KzJsJECBAgAABAgQIECBAgAABAkUVEAMVdXLqJkCAAAECBAgQIECAAAECBAisSqB8+vTpVR3gzQQIECBAgAABAgQIECBAgAABAoUT6OvrK99www2Fq1vBBAgQIECAAAECBAgQIECAAAECqxVwU9hqxbyfAAECBAgQIECAAAECBAgQIFBIATFQIcemaAIECBAgQIAAAQIECBAgQIDAagXEQKsV834CBAgQIECAAAECBAgQIECAQCEFxECFHJuiCRAgQIAAAQIECBAgQIAAAQKrFRADrVbM+wkQIECAAAECBAgQIECAAAEChRQQAxVybIomQIAAAQIECBAgQIAAAQIECKxWQAy0WjHvJ0CAAAECBAgQIECAAAECBAgUUkAMVMixKZoAAQIECBAgQIAAAQIECBAgsFoBMdBqxbyfAAECBAgQIECAAAECBAgQIFBIATFQIcemaAIECBAgQIAAAQIECBAgQIDAagXEQKsV834CBAgQIECAAAECBAgQIECAQCEFxECFHJuiCRAgQIAAAQIECBAgQIAAAQKrFRADrVbM+wkQIECAAAECBAgQIECAAAEChRQQAxVybIomQIAAAQIECBAgQIAAAQIECKxWQAy0WjHvJ0CAAAECBAgQIECAAAECBAgUUqD04IMPPvDAA93d3Uvlj46OjoyMDA8P9/f3DwwMFLInRRMgQIBA3gQmJsL4eKyiXjwSvrkvvHp3eM2eWFusPxK27AundofxKFsMPb2/9q0nqj/zaM/GbZFaGNrfVXtiY/XRYz3bZhu+xdEjpx7Z94Wdu2+5b8+Ohi++tOCZU5WpL9xYuWVmw47TkbaIvmxXV+jsjL5LpA2eGgpHa2FnNWzqibRD5GXHQugLoTeEov7ldujgUO3pWrW32tNZyBGMjYW+vtDbG4r748XjQ4eerD3zcPV9W3sK+YV8ZuLM1IGpyo7Khl0bIn+5WZ4AgbwILCwsTE5OlkqlSqWyXNPg4KAYKC8TUgcBAgTaWWD//pD9ivS6eTb802PhaxvDf+iKtEPIopNHj4UnNob9UbYYun28tuVU9T9u6Tm1PlILQ+N7aqd2V7fs68kirUa/js5ufOTYnTs3HruvK/thO8rrzMY3Tt05VDn2FxvGfi/KBk1YdM+ekP0q6EsM1OrBiYFaPYEgBmr5CBRAgMBqBcRAqxXzfgIECBBonMDQUHjsscX/EJxdENHw16vGw+tq4XRPOHFXw9d+acHO8dBbC2M94VCULYbCwWz1aujtCRF8zvcwdHBXbayn2lvr6ZpouNLR8fBIrbyz59x9d51r+OJLC54JN02V766cO7zh3OcjbRFx2exSuFotPPRQgS+EEANFPD9WtLQYaEVMMd8kBoqpa20CBKIIiIGisFqUAAECBFYkkMVA2Y/B1WroiXA7w8mx8GRf2Nob7oh3u0fcO0qa8ANe1AkcHZt4pO/Azt4d9w3sWtH5sPo3Fft2hja4H0YMtPqTtrFHNOG7RGMLftlqbfBFIAaKeoZYnACBGAKXi4E8IjqGtjUJECBAgAABAgQIECBAgAABArkTEAPlbiQKIkCAAAECBAgQIECAAAECBAjEEBADxVC1JgECBAgQIECAAAECBAgQIEAgdwJioNyNREEECBAgQIAAAQIECBAgQIAAgRgCYqAYqtYkQIAAAQIECBAgQIAAAQIECOROQAyUu5EoiAABAgQIECBAgAABAgQIECAQQ0AMFEPVmgQIECBAgAABAgQIECBAgACB3AmIgXI3EgURIECAAAECBAgQIECAAAECBGIIiIFiqFqTAAECBAgQIECAAAECBAgQIJA7ATFQ7kaiIAIECBAgQIAAAQIECBAgQIBADIHyqVOnYqxrTQIECBAgQIAAAQIECBAgQIAAgVwJlL/1rW/lqiDFECBAgAABAgQIECBAgAABAgQIxBAov/jiizHWtSYBAgQIECBAgAABAgQIECBAgECuBDwbKFfjUAwBAgQIECBAgAABAgQIECBAIJaAGCiWrHUJECBAgAABAgQIECBAgAABArkSEAPlahyKIUCAAAECBAgQIECAAAECBAjEEhADxZK1LgECBAgQIECAAAECBAgQIEAgVwJioFyNQzEECBAgQIAAAQIECBAgQIAAgVgCYqBYstYlQIAAAQIECBAgQIAAAQIECORKQAyUq3EohgABAgQIECBAgAABAgQIECAQS0AMFEvWugQIECBAgAABAgQIECBAgACBXAmIgXI1DsUQIECAAAECBAgQIECAAAECBGIJlG+55ZZYa1uXAAECBAgQIECAAAECBAgQIEAgNwLl17zmNbkpRiEECBAgQIAAAQIECBAgQIAAAQKxBNwUFkvWugQIECBAgAABAgQIECBAgACBXAmIgXI1DsUQIECAAAECBAgQIECAAAECBCIJ/EAMFEnWsgQIECBAgAABAgQIECBAgACBXAlcLwbK1TwUQ4AAAQIECBAgQIAAAQIECBCIJSAGiiVrXQIECBAgQIAAAQIECBAgQIBArgTEQLkah2IIECBAgAABAgQIECBAgAABArEExECxZK1LgAABAgQIECBAgAABAgQIEMiVgBgoV+NQDAECBAgQIECAAAECBAgQIEAgloAYKJasdQkQIECAAAECBAgQIECAAAECuRIQA+VqHIohQIAAAQIECBAgQIAAAQIECMQSEAPFkrUuAQIECBAgQIAAAQIECBAgQCBXAmKgXI1DMQQIECBAgAABAgQIECBAgACBWAJioFiy1iVAgAABAgQIECBAgAABAgQI5EpADJSrcSiGAAECBAgQIECAAAECBAgQIBBH4AffFQPFkbUqAQIECBAgQIAAAQIECBAgQCBPAn/2qb8UA+VpIGohQIAAAQIECBAgQIAAAQIECMQReD4EMVAcWqsSIECAAAECBAgQIECAAAECBHImIAbK2UCUQ4AAAQIECBAgQIAAAQIECBCIIyAGiuNqVQIECBAgQIAAAQIECBAgQIBAvgRuFgPlayCqIUCAAAECBAgQIECAAAECBAhEEbh5ixgoCqxFCRAgQIAAAQIECBAgQIAAAQJ5ExAD5W0i6iFAgAABAgQIECBAgAABAgQIRBB4/pQYKAKrJQkQIECAAAECBAgQIECAAAECuRM4IgbK3UwURIAAAQIECBAgQIAAAQIECBCIISAGiqFqTQIECBAgQIAAAQIECBAgQIBA7gTEQLkbiYIIECBAgAABAgQIECBAgAABAjEExEAxVK1JgAABAgQIECBAgAABAgQIEMiXwD3v2iYGytdIVEOAAAECBAgQIECAAAECBAgQiCFw/eveLgaKAWtNAgQIECBAgAABAgQIECBAgEDuBMRAuRuJgggQIECAAAECBAgQIECAAAECMQTEQDFUrUmAAAECBAgQIECAAAECBAgQyJ2AGCh3I1EQAQIECBAgQIAAAQIECBAgQCCGgBgohqo1CRAgQIAAAQIECBAgQIAAAQK5ExAD5W4kCiJAgAABAgQIECBAgAABAgQIxBAQA8VQtSYBAgQIECBAgAABAgQIECBAIHcCYqDcjURBBAgQIECAAAECBAgQIECAAIEYAmKgGKrWJECAAAECBAgQIECAAAECBAjkTkAMlLuRKIgAAQIECBAgQIAAAQIECBAgEENADBRD1ZoECBAgQIAAAQIECBAgQIAAgdwJiIFyNxIFESBAgAABAgQIECBAgAABAgRiCIiBYqhakwABAgQIECBAgAABAgQIECCQOwExUO5GoiACBAgQIECAAAECBAgQIECAQAwBMVAMVWsSIECAAAECBAgQIECAAAECBHInIAbK3UgURIAAAQIECBAgQIAAAQIECBCIISAGiqFqTQIECBAgQIAAAQIECBAgQIBA7gTEQLkbiYIIECBAgAABAgQIECBAgAABAjEExEAxVK1JgAABAgQIECBAgAABAgQIEMidgBgodyNREAECBAgQIECAAAECBAgQIEAghoAYKIaqNQkQIECAAAECBAgQIECAAAECuRMQA+VuJAoiQIAAAQIECBAgQIAAAQIECMQQEAPFULUmAQIECBAgQIAAAQIECBAgQCB3AmKg3I1EQQQIECBAgAABAgQIECBAgACBGAJioBiq1iRAgAABAgRWJLDwzYXZL82emzq3ond7EwECBAgQIECAQH0CYqD6/BxNgAABAgQI1CEw/435F//TiwvfXjgzcebs5NmwUMdaDiVAgAABAgQIELiagBjoakL+PQECBAgQIBBT4Ozps9NPTE8dmMp+z/53zK2sTYAAAQIECBBIXUAMlPoZoH8CBAgQINBCgcqPVdb/5Ppzs+eyq4EWvrWQXRk0c2jGbWItnIitCRAgQIAAgfYWEAO193x1R4AAAQIEci2w7tZ169++vtyx+BeSc9PnsgDoxb980W1iuZ6Z4ggQIECAAIEiC4iBijw9tRMgQIAAgXYUcJtYO05VTwQIECBAgEAuBMRAuRiDIggQIECAQLIC5evK2QVB2WVBPxJYCNnjol92m9jZKY8NSvYc0TgBAgQIECDQMIHSgw8++MADD3R3dy8tOTo6OjIyMjw83N/fPzAw0LB9LESAAAECKQsMDYVaLVSroaen8Qwnx8KTfWFrb7gj3h9bYyH0hdAbQpQthg4O1Z6uVXurPZ0RfM6LR53A0bGJR/oO7Ozdcd/ArjXPN3skUHY72JUPz9Ki7Neat2jZgYePhH37wnt2hz17WlZDnRs/tz9894nwU4+GG7bVuVKLDj8Swr4QdodQ1BHs/+L+J4488ejuR7fdVMgRHDm8+EWw+z0F/iL41P4vfeWzf/vBR//R6267sUWncV3bZtl69hj+V93xqg27NtS1kIMJECiOwMLCwuTkZKlUqlQqy1UPDg6KgYozQ5USIECguAJRQwgx0ApOjKgTaFoMVLqutPQUoYK9ZmfDsWNh08bQ2VWwypfLfXE8zJ8K120J1xQwhlvsYjaEYyFsDKGoIxifGj81e2rLxi3r1xVyBEtfBBs3ha7Oon4RnJyYmj45e/OWjZX1F1y6WJxuzi2cy+63vfbOa8VAxRmaSgnUKyAGqlfQ8QQIECCwdoGoIYQYaAWDiTqBJsRAWQD0qttflf2+gl7z95aJicWr4bJL4Xat/WqpFnc1fihkX2jZNXfrC/pD/EQItRCyq+2KOoJD3zw0NjHWe3tv53WFHEEbfBE8deibx8Ym3tl7+6bO61r89VjH9tmHM150B24dSzmUAIH8C4iB8j8jFRIgQKB9BaKGEGKgFZw4USdQbwyUPQno9Nns08Gyjwl7eSvrQvmGcmldqXxj+brd12W/r6DX/L1lbCz09YXe3lDc2+2fGgpHa2FnNWyKdd9i5LHFva8zcvGLyzfh1tGoXbTBF8HjQ4eerD3zcPV9W3sKmcRFna/FCRDIp8DlYqBi/nUqn8aqIkCAAAECBFYvsPS5YHNPz73y0CwDytKfjvd1LGZAN/hLy+pxHUGAAAECBAgQuFjA36icEQQIECBAgEArBRafWDF59tz0ueUispu/skdBX/uua6/9mWvX3bLums5rFq8DKuTjOFoJa28CBAgQIECAwCX+MxsUAgQIECBAgECrBM5Nnc+AFs5nQNktYDeWs9Bn3RvWZQFQ9hzTLAwqdRTzeUCtArUvAQIECBAgQOCKAq4GcoIQIECAAAECLROYe2YuuyMsuy8sq8AtYC0bg40JECBAgACBZATEQMmMWqMECBAgQCB/Amenzp6bPbf+J90Clr/ZqIgAAQIECBBoRwExUDtOVU8ECBAgQKAgAuWOslvACjIrZRIgQIAAAQLtICAGaocp6oEAAQIECBRU4FU7XuVTwAo6O2UTIECAAAECRRQQAxVxamomQIAAAQJtIpA9AdqngLXJLLVBgAABAgQIFEFADFSEKamRAAECBAgQIECAAAECBAgQIFC3gBiobkILECBAgAABAgQIECBAgAABAgSKICAGKsKU1EiAAAECBAgQIECAAAECBAgQqFtADFQ3oQUIECBAgAABAgQIECBAgAABAkUQEAMVYUpqJECAAAECBAgQIECAAAECBAjUK/ADMVC9hI4nQIAAAQIECBAgQIAAAQIECORf4Ltf+pQYKP9jUiEBAgQIECBAgAABAgQIECBAoF6BvzwSxED1IjqeAAECBAgQIECAAAECBAgQIFAIATFQIcakSAIECBAgQIAAAQIECBAgQIBAvQJioHoFHU+AAAECBAgQIECAAAECBAgQKISAGKgQY1IkAQIECBAgQIAAAQIECBAgQKBOgW1ioDoFHU6AAAECBAgQIECAAAECBAgQKILAtlvEQEWYkxoJECBAgAABAgQIECBAgAABAvUJ3LzxBjFQfYSOJkCAAAECBAgQIECAAAECBAgUQWDTDdeLgYowKDUSIECAAAECBAgQIECAAAECBOoT2HhDEAPVR+hoAgQIECBAgAABAgQIECBAgEBBBMRABRmUMgkQIECAAAECBAgQIECAAAECdQicOu1qoDr4HEqAAAECBAgQIECAAAECBAgQKIrAydM/cDVQUYalTgIECBAgQIAAAQIECBAgQIDA2gWeP3VaDLR2PkcSIECAAAECBAgQIECAAAECBAojcOTbYqDCDEuhBAgQIECAAAECBAgQIECAAIE6BI6IgerQcygBAgQIECBAgAABAgQIECBAoDgCYqDizEqlBAgQIECAAAECBAgQIECAAIE6BMRAdeA5lAABAgQIECBAgAABAgQIECBQHAExUHFmpVICBAgQIECAAAECBAgQIECAwFoF3rUtiIHWiuc4AgQIECBAgAABAgQIECBAgEBxBF739nvEQMUZl0oJECBAgAABAgQIECBAgAABAmsXuF4MtHY8RxIgQIAAAQIECBAgQIAAAQIECiQgBirQsJRKgAABAgQIECBAgAABAgQIEFi7gBho7XaOJECAAAECBAgQIECAAAECBAgUSKD04IMPPvDAA93d3UtFj46OjoyMDA8P9/f3DwwMFKgTpRIgQIBAfgWGhkKtFqrV0NPT+CJPjoUn+8LW3nBHvD+2xkLoC6E3hChbDB0cqj1dq/ZWezoj+JwXjzqBo2MTj/QduGPXrffseXvj59sGKx45HPbtC7vfE/bsKWo3z+0P3/1seNuj4frbitnC4RD2hfCeEIo6gv1f3P/ZI599dPejt91UyBEcPrL4RfCe3QX+IvjU/i89deibD1fft7Wns5hfBaomQCA5gYWFhcnJyVKpVKlUlpsfHBwUAyV3KmiYAAECLRCIGkKIgVYw0agTWIqBTo5PberqWEEt6b1ldjYcOxY2bgpdhf3p8cWJMH8yXLclXLO+mPObDeFYCJtCKOoIJqYmTs2efMPGLevXFXIE2RfBt7Ivgo2hs6uYZ1AIS9/ixEBFnZ+6CSQpIAZKcuyaJkCAQE4EooYQYqAVTDnuBCamnqw9c3JiagWFJPmW8YnFq+GyS+Hu2lXU/r9/KGRfaNk1d9cWNEaZCKEWQna1XVFHcPAbh56eGOu9vbezo5AjmBhf/CK4PfsiuKuoXwRZ3Zs6O3b27sh+L3APSidAICUBMVBK09YrAQIE8iYQN4RwU9jV5x11AlffPvF3jI2Fvr7Q2xuKe7v9U0PhaC3srIZNse5bjHyOxL2vM3Lxi8s34dbRqF20wRdBVB+LEyBAIIbA5WIgj4iOoW1NAgQIECBAgAABAgQIECBAgEDuBMRAuRuJgggQIECAAAECBAgQIECAAAECMQTEQDFUrUmAAAECBAgQIECAAAECBAgQyJ2AGCh3I1EQAQIECBAgQIAAAQIECBAgQCCGgBgohqo1CRAgQIAAAQIECBAgQIAAAQK5ExAD5W4kCiJAgAABAgQIECBAgAABAgQIxBAQA8VQtSYBAgQIECBAgAABAgQIECBAIHcCYqDcjURBBAgQIECAAAECBAgQIECAAIEYAuXp6ekY61qTAAECBAgQIECAAAECBAgQIEAgVwLlTZs25aogxRAgQIAAAQIECBAgQIAAAQIECMQQcFNYDFVrEiBAgAABAgQIECBAgAABAgRyJyAGyt1IFESAAAECBAgQIECAAAECBAgQiCEgBoqhak0CBAgQIECAAAECBAgQIECAQO4ExEC5G4mCCBAgQIAAAQIECBAgQIAAAQIxBMRAMVStSYAAAQIECBAgQIAAAQIECBDInYAYKHcjURABAgQIECBAgAABAgQIECBAIIaAGCiGqjUJECBAgAABAgQIECBAgAABArkTEAPlbiQKIkCAAAECBAgQIECAAAECBAjEEBADxVC1JgECBAgQIECAAAECBAgQIEAgdwJioNyNREEECBAgQIAAAQIECBAgQIAAgRgCYqAYqtYkQIAAAQIECBAgQIAAAQIECOROQAyUu5EoiAABAgQIECBAgAABAgQIECAQQ0AMFEPVmgQIECBAgAABAgQIECBAgACB3AmIgXI3EgURIECAAAECBAgQIECAAAECBGIIiIFiqFqTAAECBAgQIECAAAECBAgQIJA7ATFQ7kaiIAIECBAgQIAAAQIECBAgQIBADAExUAxVaxIgQIAAAQIECBAgQIAAAQIEcicgBsrdSBREgAABAgQIECBAgAABAgQIEIghIAaKoWpNAgQIECBAgAABAgQIECBAgEDuBMRAuRuJgggQIECAAAECBAgQIECAAAECMQTEQDFUrUmAAAECBAgQIECAAAECBAgQyJ2AGCh3I1EQAQIECBAgQIAAAQIECBAgQCCGgBgohqo1CRAgQIAAAQIECBAgQIAAAQK5ExAD5W4kCiJAgAABAgQIECBAgAABAgQIxBAQA8VQtSYBAgQIECBAgAABAgQIECBAIHcCYqDcjURBBAgQIECAAAECBAgQIECAAIEYAmKgGKrWJECAAAECBAgQIECAAAECBAjkTkAMlLuRKIgAAQIECBAgQIAAAQIECBAgEENADBRD1ZoECBAgQIAAAQIECBAgQIAAgdwJiIFyNxIFESBAgAABAgQIECBAgAABAgRiCJR+7dd+7Rd/8Re7u7uXVh8dHR0ZGRkeHu7v7x8YGIixpTUJECBAIDmBoaFQq4VqNfT0NL73k2Phyb6wtTfcEe+PrbEQ+kLoDSHKFkMHh2pP16q91Z7OCD7nxbMJPPZY6O0NXV2Nn4AVryIwPrF4/vfcHu66q6hW3z8YTj69+FV2bWcxW5gIoRbC7SEUdQQHv3FwbOLp3tt7uzoKOYLx8cUvgoceCn68KOZXkKoJECikwMLCwuTkZKlUqlQqyw3s2DEoBirkOBVNgACBggmIga44sCbEQPv3h+yXV2sEZmfDsWNh46bQVcgf4BfRXpwI8yfDdVvCNetbY1jvrrMhHAthUwhFHcH41MSp2ZNbNm5Zv66gI1gc4Z49i7+8CBAgQKA5AmKg5jjbhQABAgQuJSAGanUMNDERsv8a79UagSOHw759Yfd7CvwT8HP7w3c/G972aLj+ttYY1rvr4RD2hfCeLIiod6UWHb//i/ufOPLZR3c/uu2mgo5gES67GrGzqEFciwZvWwIECNQhIAaqA8+hBAgQIFCngBio1TFQnQN0eF0CY2Ohr2/xlrzi3g/z1FA4Wgs7q2FTrPsW6xK++sFx7+u8+v51v6MJ1wzWXaMFCBAgQCBfApeLgTwiOl9zUg0BAgQIECBAgAABAgQIECBAIJKAGCgSrGUJECBAgAABAgQIECBAgAABAvkSEAPlax6qIUCAAAECBAgQIECAAAECBAhEEhADRYK1LAECBAgQIECAAAECBAgQIEAgXwJioHzNQzUECBAgQIAAAQIECBAgQIAAgUgCYqBIsJYlQIAAAQIECBAgQIAAAQIECORLQAyUr3mohgABAgQIECBAgAABAgQIECAQSUAMFAnWsgQIECBAgAABAgQIECBAgACBfAmIgfI1D9UQIECAAAECBAgQIECAAAECBCIJiIEiwVqWAAECBAgQIECAAAECBAgQIJAvATFQvuahGgIECBAgQIAAAQIECBAgQIBAJAExUCRYyxIgQIAAAQIECBAgQIAAAQIE8iVQfvbZZ/NVkWoIECBAgAABAgQIECBAgAABAgQiCLgaKAKqJQkQIECAAAECBAgQIECAAAEC+RMojz3z9fxVpSICBAgQIECAAAECBAgQIECAAIEGC7gaqMGgliNAgAABAgQIECBAgAABAgQI5FNADJTPuaiKAAECBAgQIECAAAECBAgQINBgATFQg0EtR4AAAQIECBAgQIAAAQIECBDIp4AYKJ9zURUBAgQIECBAgAABAgQIECBAoMECYqAGg1qOAAECBAgQIECAAAECBAgQIJBPATFQPueiKgIECBAgQIAAAQIECBAgQIBAgwXEQA0GtRwBAgQIECBAgAABAgQIECBAIJ8CYqB8zkVVBAgQIECAAAECBAgQIECAAIEGC4iBGgxqOQIECBAgQIAAAQIECBAgQIBAPgXEQPmci6oIECBAgAABAgQIECBAgAABAg0WEAM1GNRyBAgQIECAAAECBAgQIECAAIEcCvT1BTFQDueiJAIECBAgQIAAAQIECBAgQIBA4wXEQI03tSIBAgQIECBAgAABAgQIECBAIIcCYqAcDkVJBAgQIECAAAECBAgQIECAAIHGC4iBGm9qRQIECBAgQIAAAQIECBAgQIBADgXEQDkcipIIECBAgAABAgQIECBAgAABAo0XEAM13tSKBAgQIECAAAECBAgQIECAAIEcCoiBcjgUJREgQIAAAQIECBAgQIAAAQIEGi8gBmq8qRUJECBAgAABAgQIECBAgAABAjkUEAPlcChKIkCAAAECBAgQIECAAAECBAg0XkAM1HhTKxIgQIAAAQIECBAgQIAAAQIEciggBsrhUJREgAABAgQIECBAgAABAgQIEGi8QDmUGr+oFQkQIECAAAECBAgQIECAAAECBPImULpl660H/qja3d29VNno6OjIyMjw8HB/f//AwEDeylUPAQIECBRSYGgo1GqhWg09PY2v/+RYeLIvbO0Nd8T7Y2sshL4QekOIssXQwaHHvvRY7+29Xdd1Nd7Hii0XmBhfPP+zk3/XXS2vZY0FjB8M2Rda9lW2vqCn6HgItRCy7z9FHcHBbx6cmJqo9lZ7OiN8F13jaeEwAgQIEMi1wMLCwuTkZKlUqlQqy4UODg6Wbtly64GaGCjXw1McAQIECi8gBrriCPd/cX/2q/BT1sDlBGZnw7eOhY0bQ2dBM5QQZsfD/Klw3ZZQXl/MOc+GcCyEjSEUdgQhbLtp26O7H73tptuKOQJVEyBAgECzBcRAzRa3HwECBAj8SEAMdMWzIfuP/OPT2dUKXm0qcPhI2LcvvGd32LOnqB0+uz9894nwtkfDDduK2cKREPaFsDuEwo4ghPXXrN+yccv6dQVN4op54qiaAAECRRYQAxV5emonQIBA0QXEQEWfoPrrERgbC319obc3FPd2+6eGwtFa2FkNmwp6R1Lc+zrrOTscS4AAAQIEIglcLgbySWGRwC1LgAABAgQIECBAgAABAgQIEMiXgBgoX/NQDQECBAgQIECAAAECBAgQIEAgkoAYKBKsZQkQIECAAAECBAgQIECAAAEC+RIQA+VrHqohQIAAAQIECBAgQIAAAQIECEQSEANFgrUsAQIECBAgQIAAAQIECBAgQCBfAuVQyldBqiFAgAABAgQIECBAgAABAgQIEIgh4GqgGKrWJECAAAECBAgQIECAAAECBAjkTkAMlLuRKIgAAQIECBAgQIAAAQIECBAgEENADBRD1ZoECBAgQIAAAQIECBAgQIAAgdwJiIFyNxIFESBAgAABAgQIECBAgAABAgRiCIiBYqhakwABAgQIECBAgAABAgQIECCQOwExUO5GoiACBAgQIECAAAECBAgQIECAQAwBMVAMVWsSIECAAAECBAgQIECAAAECBHInUA7ncleTgggQIECAAAECBAgQIECAAAECBBou4GqghpNakAABAgQIECBAgAABAgQIECCQRwExUB6noiYCBAgQIECAAAECBAgQIECAQMMFxEANJ7UgAQIECBAgQIAAAQIECBAgQCCPAuVQymNZaiJAgAABAgQIECBAgAABAgQIEGisgKuBGutpNQIECBAgQIAAAQIECBAgQIBATgXEQDkdjLIIECBAgAABAgQIECBAgAABAo0VEAM11tNqBAgQIECAAAECBAgQIECAAIGcCmQxkIcD5XQ2yiJAgAABAgQIECBAgAABAgQINFDA1UANxLQUAQIECBAgQIAAAQIECBAgQCC/AmXXAuV3OCojQIAAAQIECBAgQIAAAQIECDROwNVAjbO0EgECBAgQIECAAAECBAgQIEAgxwLlczkuTmkECBAgQIAAAQIECBAgQIAAAQKNEnA1UKMkrUOAAAECBAgQIECAAAECBAgQyLWAGCjX41EcAQIECBAgQIAAAQIECBAgQKAhAtVqEAM1RNIiBAgQIECAAAECBAgQIECAAIG8C/iksLxPSH0ECBAgQIAAAQIECBAgQIAAgYYIuBqoIYwWIUCAAAECBAgQIECAAAECBAjkXUAMlPcJqY8AAQIECBAgQIAAAQIECBAg0BABMVBDGC1CgAABAgQIECBAgAABAgQIEMi7gBgo7xNSHwECBAgQIECAAAECBAgQIECgIQJioIYwWoQAAQIECBAgQIAAAQIECBAgkHcBMVDeJ6Q+AgQIECBAgAABAgQIECBAgEBDBMRADWG0CAECBAgQIECAAAECBAgQIEAg7wJioLxPSH0ECBAgQIAAAQIECBAgQIAAgYYIiIEawmgRAgQIECBAgAABAgQIECBAgEDeBUpv2Ppjf/xHn+zu7l6qdHR0dGRkZHh4uL+/f2BgIO/lq48AAQIECiEwNBRqtVCthp6extd7ciw82Re29oY74v2xNRZCXwi7QtjT+Pqt2PYCh4+EffvCe3aHPYU9f57bH777RPipR8MN24o5riMh7AvhF0OI912imDCqJkCAAIH2FVhYWJicnCyVSpVKZbnLHTsGxUDtO3OdESBAID8CbRIDjYfQlR9UlRRGYHY2HDsWNm0MnYU9f14cD/OnwnVbwjXrC8N+UaGzIRwL4V+LgYo5PlUTIECAwFoExEBrUXMMAQIECDRGoPAx0EQItRCy370IrF5gYnzxarjbe8Jdd63+4Hwc8f2D4dRY2NIbri1skrUImV3QV9gR5ONEUAUBAgQIFEhADFSgYSmVAAECbSdQ+Bio7SaioWYKjI2Fvr7Q2xuKe7v9U0PhaC3srIZNEe7rbOYs7EWAAAECBJIRuFwM5BHRyZwCGiVAgAABAgQIECBAgAABAgTSFhADpT1/3RMgQIAAAQIECBAgQIAAAQLJCIiBkhm1RgkQIECAAAECBAgQIECAAIG0BcRAac9f9wQIECBAgAABAgQIECBAgEAyAmKgZEatUQIECBAgQIAAAQIECBAgQCBtATFQ2vPXPQECBAgQIECAAAECBAgQIJCMgBgomVFrlAABAgQIECBAgAABAgQIEEhbQAyU9vx1T4AAAQIECBAgQIAAAQIECCQjIAZKZtQaJUCAAAECBAgQIECAAAECBNIWEAOlPX/dEyBAgAABAgQIECBAgAABAskIiIGSGbVGCRAgQIAAAQIECBAgQIAAgbQFxEBpz1/3BAgQIECAAAECBAgQIECAQDICYqBkRq1RAgQIECBAgAABAgQIECBAIG0BMVDa89c9AQIECBAgQIAAAQIECBAgkIZAX1/IYqBSGs3qkgABAgQIECBAgAABAgQIECCQtICrgZIev+YJECBAgAABAgQIECBAgACBdATEQOnMWqcECBAgQIAAAQIECBAgQIBA0gJioKTHr3kCBAgQIECAAAECBAgQIEAgHQExUDqz1ikBAgQIECBAgAABAgQIECCQtIAYKOnxa54AAQIECBAgQIAAAQIECBBIR0AMlM6sdUqAAAECBAgQIECAAAECBAgkLSAGSnr8midAgAABAgQIECBAgAABAgTSERADpTNrnRIgQIAAAQIECBAgQIAAAQJJC4iBkh6/5gkQIECAAAECBAgQIECAAIF0BMRA6cxapwQIECBAgAABAgQIECBAgEDSAmKgpMeveQIECBAgQIAAAQIECBAgQCAdATFQOrPWKQECBAgQIECAAAECBAgQIJC0gBgo6fFrngABAgQIECBAgAABAgQIEEhHQAyUzqx1SoAAAQIECBAgQIAAAQIECCQtIAZKevyaJ0CAAAECBAgQIECAAAECBNIREAOlM2udEiBAgAABAgQIECBAgAABAkkLiIGSHr/mCRAgQIAAAQIECBAgQIAAgXQExEDpzFqnBAgQIECAAAECBAgQIECAQNICYqCkx695AgQIECBAgAABAgQIECBAIB0BMVA6s9YpAQIECBAgQIAAAQIECBAgkLSAGCjp8WueAAECBAgQIECAAAECBAgQSEegHErpNKtTAgQIECBAgAABAgQIECBAgEC6Aq4GSnf2OidAgAABAgQIECBAgAABAgSSEii94dY3/nH1/+ru7l5qe3R0dGRkZHh4uL+/f2BgICkLzRIgQIBALIGhoVCrhWo19PQ0fouTY+HJvtC1K7x5T+MXtyKB+gUOHwn79oX37A57CnuKPrs/jB8KO6thU4Qv4fqFrUCAAAECBAi8QmBhYWFycrJUKlUqleV/OTg4KAZyshAgQIBAfIEmxECz42F9V/xO7EBg9QKzs+HYsbBpY+gs7Cm69PUlBlr98B1BgAABAgRaJSAGapW8fQkQIEAghKgx0IsT4VgtZL97EcinwMT44tVwt/eEu+7KZ4ErqurazrClN2S/exEgQIAAAQJFEBADFWFKaiRAgEC7CkSNgdoVTV9tIzA2Fvr6Qm9vcLt928xUIwQIECBAIPcCl4uBPCI696NTIAECBAgQIECAAAECBAgQIECgEQJioEYoWoMAAQIECBAgQIAAAQIECBAgkHsBMVDuR6RAAgQIECBAgAABAgQIECBAgEAjBMRAjVC0BgECBAgQIECAAAECBAgQIEAg9wLlcC73NSqQAAECBAgQIECAAAECBAgQIECgbgFXA9VNaAECBAgQIECAAAECBAgQIECAQBEExEBFmJIaCRAgQIAAAQIECBAgQIAAAQJ1C4iB6ia0AAECBAgQIECAAAECBAgQIECgCALlUCpCmWokQIAAAQIECBAgQIAAAQIECBCoT8DVQPX5OZoAAQIECBAgQIAAAQIECBAgUBABMVBBBqVMAgQIECBAgAABAgQIECBAgEB9AmKg+vwcTYAAAQIECBAgQIAAAQIECBAoiIAYqCCDUiYBAgQIECBAgAABAgQIECBAoD4BMVB9fo4mQIAAAQIECBAgQIAAAQIECBREQAxUkEEpkwABAgQIECBAgAABAgQIECBQn4AYqD4/RxMgQIAAAQIECBAgQIAAAQIEiiBQrQYxUBEGpUYCBAgQIECAAAECBAgQIECAQN0CYqC6CS1AgAABAgQIECBAgAABAgQIECiCgBioCFNSIwECBAgQIECAAAECBAgQIECgbgExUN2EFiBAgAABAgQIECBAgAABAgQIFEFADFSEKamRAAECBAgQIECAAAECBAgQIFC3gBiobkILECBAgAABAgQIECBAgAABAgSKIJDFQKUi1KlGAgQIECBAgAABAgQIECBAgACBugRcDVQXn4MJECBAgAABAgQIECBAgAABAkURyGKgc0WpVZ0ECBAgQIAAAQIECBAgQIAAAQJrFnA10JrpHEiAAAECBAgQIECAAAECBAgQKJKAGKhI01IrAQIECBAgQIAAAQIECBAgQGDNAmKgNdM5kAABAgQIECBAgAABAgQIECBQJAExUJGmpVYCBAgQIECAAAECBAgQIECAwJoFxEBrpnMgAQIECBAgQIAAAQIECBAgQKBIAmKgIk1LrQQIECBAgAABAgQIECBAgACBNQuIgdZM50ACBAgQIECAAAECBAgQIECAQJEEshioVKR61UqAAAECBAgQIECAAAECBAgQILAmAVcDrYnNQQQIECBAgAABAgQIECBAgACBogmIgYo2MfUSIECAAAECBAgQIECAAAECBNYkIAZaE5uDCBAgQIAAAQIECBAgQIAAAQJFExADFW1i6iVAgAABAgQIECBAgAABAgQIrElADLQmNgcRIECAAAECBAgQIECAAAECBIomIAYq2sTUS4AAAQIECBAgQIAAAQIECBBYk4AYaE1sDiJAgAABAgQIECBAgAABAgQIFE2g9IZb3/TH1ce7u7uXKh8dHR0ZGRkeHu7v7x8YGChaO+olQIAAgVwKDA2Fxx4Lvb2hqyuX9SmKQEyB8fFQq4WHHgr+ZhWT2doECBAgQIDAhQILCwuTk5OlUqlSqSz/8x07BsVAzhMCBAgQiC+wf3/IfnkRSFlgz56Q/fIiQIAAAQIECDRFQAzUFGabECBAgMAlBSYmQnZBhBeBlAWyS+E6O1MG0DsBAgQIECDQTAExUDO17UWAAAECBAgQIECAAAECBAgQaJnA5WIgj4hu2UhsTIAAAQIECBAgQIAAAQIECBBomkBfXxADNU3bRgQIECBAgAABAgQIECBAgACBVgqIgVqpb28CBAgQIECAAAECBAgQIECAQNMExEBNo7YRAQIECBAgQIAAAQIECBAgQKCVAmKgVurbmwABAgQIECBAgAABAgQIECDQNIFLxEBdXV179uzZtWtX04qwEQECBAgQIECAAAECBAgQIECAQGyB0htufdMfVx/v7u5e2um55577/ve//453vGPjxo2x97Y+AQIECBAgQIAAAQIECBAgQIBAwwWyD4w/depUuVyuVCrLiw8ODr48BpqampqZmeno6LjmmmsaXoQFCRAgQIAAAQIECBAgQIAAAQIEYgucO3fu7Nmz69atu0oMdObMmex9sauxPgECBAgQIECAAAECBAgQIECAQFSB7GqgC6/yucTVQFG3tzgBAgQIECBAgAABAgQIECBAgEBLBLIYyCeFtUTepgQIECBAgAABAgQIECBAgACBZguIgZotbj8CBAgQIECAAAECBAgQIECAQEsEFh8R/T9/5Lff9KY3tWR7mxIgQIAAAQIECBAgQIAAAQIECDRB4JOf/ORiDHTpnUrn//G5K5ax9J6l1xXfmb3xgn+/+D9vuL7jtje9cdu2bU3o0xYECBAgQIAAAQIECBAgQIBAoQWyj756KX44/z+y/7v0T5b+R/ZpV9nr+PHjc3NzooYrDPr/BwJCMvWWuMG4AAAAAElFTkSuQmCC)

## More print keyword exercise - …homework/…/factors/…

Redo / extend factors work:

## Exercise 2: – Print factors – factors\_v1.py

## Omit 1, and number itself as factors - factors\_v2.py

## Only print numbers with at least one factor other than 1 or itself - factors\_v3.py

## Ask from, to - factors\_from\_to.py

## Salary Calculator

Sometime it may be nice to convert salary between yearly, monthly, weekly, and hourly. This program should convert salary in one pay period to the equivalent pay in all pay periods.

Salary Calculator

Loop

Ask salary pay period: Year, Month, Week, Hour

Ask salary, for this pay period:

Print salary yearly, monthly, weekly, hourly pay rates.

Sample **my\_salary.py** output:

>>>

= RESTART: C:\Users\raysm\workspace\python\IntroductionToProgramming\homework\Class\_2\_\_Ideas\_Tools\_Functions\budget\_calculator\my\_salary.py

Salary Calculator

supporting pay periods of:

year

month

week

hour

Enter BYE to quit

Enter pay period[year]: year

Enter pay amount per year: 65000

Salary: yr: 65,000.00 mth: 5,416.67 wk: 1,300.00 hr: 32.50

Enter pay period[year]: month

Enter pay amount per month: 3000

Salary: yr: 36,000.00 mth: 3,000.00 wk: 720.00 hr: 18.00

Enter pay period[month]: 2000

Sorry - we don't currently support pay periods of 2000

Enter pay period[month]: week

Enter pay amount per week: 1000

Salary: yr: 50,000.00 mth: 4,166.67 wk: 1,000.00 hr: 25.00

Enter pay period[week]: bye

Good Bye

>>>

## Budget Calculator (Not so easy)

Sometimes it may be useful to see how budget goals (e.g., save 200/year reflect on other time periods). This exercise is to build a program which takes an amount / percentage per time period (%, year, month, week) reflects on the other time periods. **Hint**: Start with my\_salary.py

## Ask salary pay period: Year, Month, Week

## Ask salary, per pay period:

## Loop

## Ask budget(save) period: Percent, Year, Month, Week

* + 1. Ask budget(save) amount: per period or percentage
    2. Print percentage, yearly amount, monthly amount, weekly amount

Sample **my\_budget.py** Output:

>>>

= RESTART: C:/Users/raysm/workspace/python/IntroductionToProgramming/homework/Class\_2\_\_Ideas\_Tools\_Functions/budget\_calculator/my\_budget.py

Budget Calculator

supporting pay periods of:

year

month

week

hour

Enter BYE to quit level

Enter pay period[year]:

Enter pay amount per year:

Assuming amt: 1000.

Salary: yr: 1,000.00 mth: 83.33 wk: 20.00 hr: 0.50

Enter Budget period or %[%]

Assuming: %

Enter Budget percent:[10]:

Budget: 10.0% yr: 100.00 mth: 8.33 wk: 2.00 hr: 0.05

Enter Budget period or %[%]month

Enter monthly Budget[0]:8.333

Budget: 10.0% yr: 100.00 mth: 8.33 wk: 2.00 hr: 0.05

Enter Budget period or %[month]hour

Enter hourly Budget[8.333]:.1

Budget: 20.0% yr: 200.00 mth: 16.67 wk: 4.00 hr: 0.10

Enter Budget period or %[hour]%

Enter Budget percent:[10]:20

Budget: 20.0% yr: 200.00 mth: 16.67 wk: 4.00 hr: 0.10

Enter Budget period or %[%]bye

Enter pay period[year]: bye

Good Bye

>>>

## Multiplication Table

In my early school days, when attempting to learn and reinforce my arithmetic skills I would sometimes create multiplication tables which would display the product of two numbers from 1 to 12, e.g., 7\*8 giving 56. The table would have the number of one operand across the top and the other operand displayed down the left side. This exercise will be the creation of such a table.

The following is a run output for a simple implementation:

>>>

= RESTART: C:\Users\raysm\workspace\python\IntroductionToProgramming\exercises\times\_tables\times\_tables\_simple\_for.py

Enter times table length: 6

1 2 3 4 5 6

2 4 6 8 10 12

3 6 9 12 15 18

4 8 12 16 20 24

5 10 15 20 25 30

6 12 18 24 30 36

>>>

= RESTART: C

One might start with this goal and add:

## Formatting the products to be right aligned

## Legends on top and left which display the operands

## Support the specification of maximum and minimum for each operand.

The following is a run output with the above extensions:

= RESTART: C:/Users/raysm/workspace/python/IntroductionToProgramming/exercises/mult\_table/mult\_table\_formated\_wleg.py

nmin[1]: 999999

nmax[1000004]: 1000001

mmin[999999]:

mmax[1000001]:

table 999999 to 1000001 by 999999 to 1000001

999999 1000000 1000001

+------------- ------------- -------------

999999| 999998000001 999999000000 999999999999

1000000| 999999000000 1000000000000 1000001000000

1000001| 999999999999 1000001000000 1000002000001

# Class 3: Functions – Why and How

## Twenty questions Class Project Progress – Iteration 4

It's a marathon (short 😊), not a sprint.

Iteration 4: Set target to random number

Don't forget "import random". Take a look at Python module random:

IDLE 🡪 Help 🡪Python Docs 🡪modules->r->random

## Import random

use

target = **random.randint**(*1*, 25)

## from random import randint

target = **randint**(1,25)

## Playing cards - deriving card functions from friends\_family

Developing card playing games can be similar to our friends\_family set of files. In this problem the task is to develop a group of functions that facilitate the manipulation of cards. We are going to consider playing cards as text strings of the following format:

<Suit letter: S for Spades, H for Hearts, D for Diamonds, or C for Clubs>

followed by the ":" character

followed by the <rank: A for Ace, K for King, Q for Queen, J for Jack, or 1, 2, 3, … 9 for card number>

Examples: S:A for Ace of Spades, C:2 for duce of Spades, S:Q for queen of Spades

Please develop the following functions.

def list\_hand(prefix=None):

""" list cards in hand

:prefix: optional prefix for id

default: no prefix

"""

def add\_one\_card(card):

""" Adds one card to our list

:card: card's name

"""

def add\_cards(\*cards):

""" Add zero or more cards

:\*cards: zero or more card names

"""

def has\_card(ck\_card):

""" Check if card is in my\_hand

:ck\_card: name of card

:returns: True if new\_card is in my\_hand

"""

You are strongly encouraged to use the files exercises/functions/friends\_mod.py and friends\_4.py as a starting point – I did for the solutions.

Sample output:

>>>

= RESTART: C:/Users/raysm/workspace/python/IntroductionToProgramming/exercises/functions/playing\_cards/test\_cards\_mod.py

add\_cards( S:A S:K S:Q S:J S:10 )

add\_one\_card(S:A)

my\_hand: S:A

add\_one\_card(S:K)

my\_hand: S:A, S:K

add\_one\_card(S:Q)

my\_hand: S:A, S:K, S:Q

add\_one\_card(S:J)

my\_hand: S:A, S:K, S:Q, S:J

add\_one\_card(S:10)

my\_hand: S:A, S:K, S:Q, S:J, S:10

my\_hand: S:A, S:K, S:Q, S:J, S:10

S:A is in hand

S:K is in hand

S:Q is in hand

S:J is in hand

S:10 is in hand

H:A is NOT in hand

D:K is NOT in hand

C:Q is NOT in hand

>>>

# Class 4: Classes and More

## Twenty questions Class Project Progress – Iteration 5

It's a marathon (short 😊), not a sprint.

Iteration 5: Say goals, rules before start, including "a number between…"

Don't forget about multi-line (""") strings, and f-strings with inserted values

## Dictionaries / Commands

In **exercises/dictionarys/motion.py** seen that python dictionaries can be used in building command-based programs/games. In this exercise we would like to extend this program/game. Please add and exercise the following additions:

### Setup start, goal, test for goal

It would be a great idea to test after adding each of the following.

#### Start the motion location (irow, icol) at a random point within the boundaries (0-board\_width; 0-board\_height) displayed ("S").

#### Place the goal (displayed as "G") at a random place within the board boundaries but not on the start.

#### After each move, test if at goal and announce a win if found.

# Class 5: Files – Data that stays around

## Twenty questions Class Project Progress – Iteration 6

It's a marathon (short 😊), not a sprint.

Iteration 6: Ask player if they want another game – play multiple times

# Class 6: More

## Twenty questions Class Project Progress – Iteration 7

It's a marathon (short 😊), not a sprint.

Iteration 6: Handle typos / illegal numbers

# Class 7: Still More – Where to now?